
Technological University Dublin Technological University Dublin 

ARROW@TU Dublin ARROW@TU Dublin 

Conference papers School of Computer Science 

2014-06-26 

The Impact of Fuzzy Requirements on Medical Device Software The Impact of Fuzzy Requirements on Medical Device Software 

Development Development 

Martin McHugh 
Technological University Dublin, martin.mchugh@tudublin.ie 

Abder-Rahman Ali 
Université d'Auvergne 

Fergal McCaffery 
Dundalk Institute of Technology, Dundalk, Ireland. 

Follow this and additional works at: https://arrow.tudublin.ie/scschcomcon 

 Part of the Computer Engineering Commons 

Recommended Citation Recommended Citation 
McHugh, M., Ali, A.R & McCaffery, F. (2014). The Impact of Fuzzy Requirements on Medical Device 
Software Development, European Systems and Software Process Improvement and Innovation 
Conference EuroSPI Luxembourg,25.-27, June. doi:10.21427/r0ws-x837 

This Conference Paper is brought to you for free and open access by the School of Computer Science at 
ARROW@TU Dublin. It has been accepted for inclusion in Conference papers by an authorized administrator of 
ARROW@TU Dublin. For more information, please contact arrow.admin@tudublin.ie, aisling.coyne@tudublin.ie, 
vera.kilshaw@tudublin.ie. 

Funder: Science Foundation Ireland 

https://arrow.tudublin.ie/
https://arrow.tudublin.ie/scschcomcon
https://arrow.tudublin.ie/scschcom
https://arrow.tudublin.ie/scschcomcon?utm_source=arrow.tudublin.ie%2Fscschcomcon%2F147&utm_medium=PDF&utm_campaign=PDFCoverPages
https://network.bepress.com/hgg/discipline/258?utm_source=arrow.tudublin.ie%2Fscschcomcon%2F147&utm_medium=PDF&utm_campaign=PDFCoverPages
mailto:arrow.admin@tudublin.ie,%20aisling.coyne@tudublin.ie,%20vera.kilshaw@tudublin.ie
mailto:arrow.admin@tudublin.ie,%20aisling.coyne@tudublin.ie,%20vera.kilshaw@tudublin.ie


Session I: Session title will be inserted by editors 

EuroSPI 2013− 1.1 

 

Abstract 

Any software development project can experience difficulties with unclear or vague 
requirements. Unfortunately, this problem can be experience two fold in regulated 
environments such as the medical device software development industry. In the medical 
device software development industry, development organisations must contend with vague 
or “fuzzy” both the customer and regulatory bodies. As new requirements are introduced they 
can have a knock on effect on other requirements. These requirements should be analysed to 
determine if they are conflicting, cooperative, mutually exclusive and irrelevant. Only when the 
requirement is classified can a clear method be established as how to integrate that 
requirement with previous ones. Medical device software organisations could benefit from 
understanding the impact of fuzzy requirements as it could result in reduced rework at a later 
stage in the project.       

Keywords 

Requirements Engineering, Medical, Fuzzy Requirements, FDA 

1 Introduction 

Every software development project consist of a Requirements phase. It is at this phase it is 
established what is to be development. Experience suggests that requirements are the biggest 
software engineering problem for the developers of large, complex systems. Many decades after the 
invention of computer programming, software practitioners still have raging debates about exactly 
what a “requirement” actually consists [1]. A software requirement can be defined as: “a software 
capability needed by the user to solve a problem or to achieve an objective”; “a software capability 
that must be met or possessed by a system or a system component to satisfy a contract, standard, 
specification, or other formally imposed documentation” [2]. 
 
It is generally agreed that the goal of the requirements phase is to establish what the software must 
do without describing how to do it. Most authors agree in principle that requirements should specify 
“what” rather than “how”. In other words, the goal of requirements is to understand and specify the 
problem to be solved rather than the solution. The most basic reason for this is that a specification in 
terms of the problem, captures the actual requirements and does not over constrain the subsequent 
design or implementation. Also, solutions are typically more complex, more difficult to change, and 
harder to understand than a specification of the problem [3]. 
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Obtaining good software requirements is a crucial step towards building reliable and usable software 
systems. Studies show that one of the main reasons for software project failures is due to poor 
requirements [4]. It is extremely desirable to detect errors in the requirements before the design and 
development of the software begins. Due to the nature of the requirements specification phase, there 
is a lot of room for misunderstanding and committing errors, and it is quite possible that the 
requirements specification does not accurately represent the client’s needs [5]. 

2 Medical Device Software Development 

Medical device software is typically developed in accordance with the V-Model [6]. When developing 
software in accordance with the V-Model each stage of development is completed sequentially. Unlike 
other plan driven software development life cycles such as the Waterfall model, testing is planned in 
conjunction with each stage of development. The V-Model is typically followed as it produces the 
necessary deliverables required when seeking regulatory approval. However, there is a shift towards 
more agile development techniques in the medical device software development industry [7-9]. Agile 
methods appear to solve an often faced problem when following a plan driven SDLC, i.e. 
accommodating changing requirements once the requirements phase has been completed. However, 
this flexibility can create problems in itself. When following a plan driven approach the requirements 
are heavily refined before development begins, this includes resolving issues where requirements are 
unclear. When following agile methods, requirements are subject to change at any point in a software 
development project, therefore the process of understanding fuzzy requirements is need throughout a 
software development project. Medical device software development organisations who wish to 
market their device for use must conform to the regulations within that region. For example, medical 
devices marketed for use must beer the CE mark, showing conformance, and those marketed for use 
within the United States (US) must provide evidence of conformance to the Food and Drug 
Administration (FDA) 

3 FDA & IEC 62304 stance on Requirements 

The FDA regulations impose stringent requirements on the process by which software systems used 
in medical devices are developed. These requirements translate into various software artefacts that 
must be made available for the software to be FDA compliant [10] and, for medical device software, 
the FDA is responsible for assuring that the device utilizing the software is safe and effective [1]. 
 

FDA requires medical device manufacturers to submit their device requirements before beginning 
development. System and software requirements are taken from the FDA medical device Quality 
System Regulation [11]. FDA regulations cover all aspects of the medical device product lifecycle, 
and the FDA requires medical device manufacturers to submit evidence of product safety and efficacy 
for FDA review and clearance before the manufacturer can market, sell, or distribute the product [1]. 
Thus, it is critical to obtain information from the FDA on the requirements applicable to the proposed 
device [5]. 
 
Validation compares the final product to the original specifications [3], and is closely related to the 
requirements specification. You can validate the user's requirements; this is where ambiguity reigns 
most of the time and where formal methods, through the use of specification languages, have the 
biggest strides. There is still a wide gap between what the user wants and what the developer 
understands that the user wants. Very often this is where one of the causes of initial system failures 
can be found [12]. Software validation is the confirmation that all software requirements have been 
met and that all software requirements are traceable to the system requirements, provided that it is 
not possible to validate software without predetermined and documented software requirements [13]. 
There are two major types of validation that come into play with medical devices - design validation 
and process validation. Design validation means establishing, by objective evidence, that device 
specifications conform to the user's needs and the device's intended uses. Process validation, on the 
other hand, means establishing, by objective evidence, that a process consistently produces the 
desired result or a product meeting the predetermined specifications [14]. The FDA requires medical 
device manufacturers to submit their device specifications before beginning development. Thus, 
validation could come at early stages of development if the user's requirements could be precisely 
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defined, and which from them the rest of the development derived [15]. Ideally, validation work would 
be accomplished while the requirements are being written [12]. Any safety and regulatory 
requirements for medical devices necessarily call for rigorous software development methods to 
ensure reliability and to protect public health. In addition to that, requirements and specifications 
based on medical practice are needed to help ensure that devices will perform appropriately [16]. 
 
The regulatory bodies request that medical device software development organizations clearly 
demonstrate how they follow a software development life cycle without mandating a particular life 
cycle. In order to comply with the regulatory requirements of the medical device industry, it is 
necessary to have clear linkages to traceability from requirements through the different stages of the 
software development and maintenance life cycles. Traceability is central to medical device software 
development and essential for regulatory approval. Software traceability refers to the ability to 
describe and follow the life of a requirement in both forward and backward direction [17]. FDA for 
instance states that traceability analysis must be used to verify that a software design implements all 
of its specified requirements [18]. Thus, traceability is particularly important for medical device 
companies, as they have to demonstrate this in order to achieve FDA compliance [19]. 
 
IEC 62304:2006 [20] is harmonized with the European Medical Device Directive (MDD) [16] and is 
approved for use by the FDA. As with guidance documents, adherence to IEC 62304:2006 is not 
mandatory, however, if a manufacturer chooses not to follow it, they would need to provide a sufficient 
explanation behind not following it.  IEC 62304:2006 does not address software development lifecycle 
models; instead, it defines processes, which consist of activities that should be conducted in each 
medical device software development project [21]. As with the QSR, initial reading of IEC 62304:2006 
would appear to suggest it should be followed in accordance with a sequential lifecycle model such as 
Waterfall Model. The publishers of IEC 62304:2006 observed that the standard appeared to mandate 
following the Waterfall Model and added the following to remove any ambiguity; 
 

“it is easiest to describe the processes in this standard in a sequence, implying a “waterfall” 
or “once through” life cycle model. However, other life cycles can also be used” 

4 Fuzzy Requirements 

Requirements are sometimes not specified and documented in detail in many software development 
projects, which makes software validation and maintenance very difficult. One challenge is that many 
product requirements are fuzzy in nature. Actually, customers usually describe their requirements in 
fuzzy terms such as good, high, very important, etc. Translating such fuzzy terms into design 
specifications that will accurately create the desired product is difficult [12].  
 
There are two important goals in requirements engineering: (a) acquiring requirements that are 
satisfactory to their customers; and (b) generating feasible requirements. These two goals often 
compete with each other. To achieve both goals, the requirements often need to be refined many 
times [12]. 

4.1 Fuzzy Requirements & Fuzzy Sets 

In the medical device software domain, fuzzy requirements may emerge. An example of such requirements is: 

 

R: the software system should fully support the clinician 

 

The constraint imposed by the fuzzy requirement R can be represented as a satisfaction (membership) function, 

denoted as 
RSat , which maps an element of 'R s  domain D  to a number in the range [ ]0,1 , which represents 

how well the requirement is satisfied [7]: 

 

                                                      : [0,1]RSat D →                                                 (1) 

 

Let us assume that the type of medical device software used is a medical imaging system. The elasticity of R  
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can be captured using the satisfaction function, and corresponds to the membership function of the fuzzy set 

FULLY in the requirement R  [7].  

 

Examples of the characteristics which should be available in order for the software system to be considered as a 

support for the clinician are as follows:

 

C1: load medical image 

C2: view medical image 

C3: segment medical image 

C4: save medical image 

… 

Cn 

 

A membership function of the fuzzy set 

 

Where ( )F xµ is the degree of membership of the requirement 

characteristics achieved, provided that the weights of importance of the characteristics is assumed to be the 

same) in the fuzzy set FULLY, where the value 

available, ( ) 0F xµ = . a  is the 

characteristics, and b is any value between 

Figure 1

5 Relationship Classification

There are four types of significant relationships between requirements: (a) conflicting; (b) cooperative; 
(c) mutually exclusive; and (d) irrelevant. The classification is determined by how satisfying one 
requirement impacts the satisfaction degree of anot
 
Two requirements are conflicting
level of satisfaction. If it always 
completely conflicting. Figure 2 shows an example of completely and partially conflicting requirements 
[22].  
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can be captured using the satisfaction function, and corresponds to the membership function of the fuzzy set 

 

of the characteristics which should be available in order for the software system to be considered as a 

support for the clinician are as follows: 

ship function of the fuzzy set FULLY that can be used, is Zadeh’s S-function, defined as follows:
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is the degree of membership of the requirement x  (represented in terms of the numbers of 

characteristics achieved, provided that the weights of importance of the characteristics is assumed to be the 

, where the value evaluates to the range[0,1] , such that, if no characteristics are 

is the minimum number of characteristics, c  is the maximum number of 

is any value between a  and c .  The S-function can be plotted as shown in figure.1

 

Figure 1. Membership Function of the Fuzzy Set F (support) 

Relationship Classification 

There are four types of significant relationships between requirements: (a) conflicting; (b) cooperative; 
(c) mutually exclusive; and (d) irrelevant. The classification is determined by how satisfying one 
requirement impacts the satisfaction degree of another requirement [12]. 

conflicting if raising satisfaction in one requirement often decreases the other’s 
 decreases the satisfaction degree of the other, they are said to be 

igure 2 shows an example of completely and partially conflicting requirements 
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can be captured using the satisfaction function, and corresponds to the membership function of the fuzzy set 

of the characteristics which should be available in order for the software system to be considered as a 

, defined as follows: 

                                                                                                                             

(2) 

 

(represented in terms of the numbers of 

characteristics achieved, provided that the weights of importance of the characteristics is assumed to be the 

, such that, if no characteristics are 

is the maximum number of 

e plotted as shown in figure.1. 

There are four types of significant relationships between requirements: (a) conflicting; (b) cooperative; 
(c) mutually exclusive; and (d) irrelevant. The classification is determined by how satisfying one 

decreases the other’s 
decreases the satisfaction degree of the other, they are said to be 

igure 2 shows an example of completely and partially conflicting requirements 
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(a)                                                            

Figure 2. (a) completely conflicting requirements; (b) Partially conflicting requirements

 
Fuzzy conflicting relationships can relax the conditions of the crisp conflicting relationships using 
fuzzy terms such as strong, medium
medium conflict, and weak conflict
conflicting relationships [22], where it can be noticed that when two requirements have the conflicting 
degree 0.5, we are very sure that they are weak conflicting, since their satisfaction 
membership function Weak Conflict
satisfaction in membership function 
medium conflicting since their degree of satisfaction

 

Figure 3 Fuzzy conflicting requirements

 
Two requirements are cooperative
the other. If the rise in satisfaction of one always increases 
completely cooperative. Figure 4 shows an example of completely and partially cooperative 
requirements [22]. Fuzzy cooperative relationships can relax the conditions of the crisp conflicting 
relationships using fuzzy terms such as 
as strong cooperative, medium cooperative
 

      (a)                                                (b)

Figure 4 (a) completely cooperative requirements; (b) Partially cooperative requirements

Sometimes, two requirements cannot be satisfied at the same time, such that, if one fuzzy 
requirement is satisfied, the other is not satisfied at all. Those requirements are referred to as 
mutually exclusive requirements 
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                                                           (b) 

(a) completely conflicting requirements; (b) Partially conflicting requirements

Fuzzy conflicting relationships can relax the conditions of the crisp conflicting relationships using 
medium, weak, etc. Thus, one can define terms such as 

weak conflict using satisfaction functions. Figure 3 shows an example of fuzzy 
, where it can be noticed that when two requirements have the conflicting 

degree 0.5, we are very sure that they are weak conflicting, since their satisfaction 
Weak Conflict is 1.0, and are not strong conflicting since their degree of 

satisfaction in membership function Strong Conflict is 0. These two requirements are somewhat 
medium conflicting since their degree of satisfaction in membership function Medium Conflict

 

Fuzzy conflicting requirements 

cooperative if increasing the satisfaction in one often increases the degree in 
the other. If the rise in satisfaction of one always increases satisfaction in the other, they are 

. Figure 4 shows an example of completely and partially cooperative 
. Fuzzy cooperative relationships can relax the conditions of the crisp conflicting 

relationships using fuzzy terms such as strong, medium, weak, etc. Thus, one can define terms such 
cooperative, and weak cooperative using satisfaction functions.

  
(a)                                                (b) 

(a) completely cooperative requirements; (b) Partially cooperative requirements

 
Sometimes, two requirements cannot be satisfied at the same time, such that, if one fuzzy 

requirement is satisfied, the other is not satisfied at all. Those requirements are referred to as 
 [12]. 
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(a) completely conflicting requirements; (b) Partially conflicting requirements 

Fuzzy conflicting relationships can relax the conditions of the crisp conflicting relationships using 
. Thus, one can define terms such as strong conflict, 

using satisfaction functions. Figure 3 shows an example of fuzzy 
, where it can be noticed that when two requirements have the conflicting 

degree 0.5, we are very sure that they are weak conflicting, since their satisfaction degree in the 
is 1.0, and are not strong conflicting since their degree of 

is 0. These two requirements are somewhat 
Medium Conflict is 0.6. 

if increasing the satisfaction in one often increases the degree in 
satisfaction in the other, they are 

. Figure 4 shows an example of completely and partially cooperative 
. Fuzzy cooperative relationships can relax the conditions of the crisp conflicting 

. Thus, one can define terms such 
isfaction functions. 

(a) completely cooperative requirements; (b) Partially cooperative requirements 

Sometimes, two requirements cannot be satisfied at the same time, such that, if one fuzzy 
requirement is satisfied, the other is not satisfied at all. Those requirements are referred to as 
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6 Implicit Relationships Detection 

In large scale software systems for instance, many conflicts are implicit, and thus, difficult to identify. 
Therefore, it helps to have techniques that can aid in identifying implicit conflicting and cooperative 
relationships between requirements. In this case, several heuristics can be used to infer relationships 
between requirements based on the identified relationships [22, 23]: 
 

It can be noticed from heuristic rule 1 that a completely cooperative relationship in a domain is 
transitive. Whilst heuristic rule 3 indicates that a completely conflicting relationship in a domain is not 
transitive. 

7 Results and Discussions 

Suppose that we are planning to develop some medical device software, MEDSYS. Such software to 
be used in or as a medical device is subject to user requirements. However, unlike unregulated 
software, medical device software must meet both the user’s requirements and the requirements of 
the regulatory body (i.e. FDA) of the region into which the software will be marketed [10]. Thus, we 
are expected to comply with both user requirements and regulatory requirements. 
 
Examples of user requirements for MEDSYS are: 
 
R1: The medical device software shall fully support the clinician 
R2: The medical device software shall be developed in short time 
 
Examples of IEC 62304:2006 requirements for MEDSYS are: 
 
R3: The manufacturer shall retain sufficient records to permit the test to be repeated 
R4: The manufacturer shall establish procedures to ensure that the released software product can be 
reliably delivered to the point of use without corruption or unauthorized change 
R5: The manufacturer shall consider potential causes including, as appropriate, reasonably 
foreseeable misuse 
 
In the above requirements, the fuzzy terms have been written in italics. Such fuzzy terms can be 
characterized by fuzzy sets, and thus, represented by a membership function. 
 
Figure 5 shows the relationships between the requirements as given by a requirements analyst and a 
customer, where “-” denotes a conflictive relationship, and “+” denotes a cooperative relationship. 
Here, we assume that the conflictive and cooperative relationships are complete (Figure 2(a) and 
Figure 4(a)). 
 

Heuristic rule 3 (infer relationships from conflicting requirements): Let D be a domain 
shared between three requirements R1, R2, and R3. If requirement R1 completely conflicts with 
R2 in D, R2 completely conflicts with R3 in D, and they are not irrelevant, then R1 is completely 
cooperative with R3 in D. 

Heuristic rule 2 (infer relationships from conflicting and cooperative requirements): Let D 
be a domain shared between three requirements R1, R2, and R3. If requirement R1 is 
completely cooperative with R2 in D, R2 completely conflicts with R3 in D, and they are not 
irrelevant, then R1 is completely conflicting with R3 in D. 

Heuristic rule 1 (infer relationships from cooperative requirements): Let D be a domain 
shared between three requirements R1, R2, and R3. If requirement R1 is completely cooperative 
with R2 in D, R2 is completely cooperative with R3 in D, and they are not irrelevant, then R1 is 
completely cooperative with R3 in D. 
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 R1 R2 R3 R4 R5 

R1   + + + 

R2    -  

R3      

R4      

R5      

Figure 5 Initial relationships as specificed by a requirements analyst and a customer 

Using the heuristics in section 6, more relationships (shown with a green background box) could be 
infered as shown in figure 6. 

 

 R1 R2 R3 R4 R5 

R1  - + + + 

R2    -  

R3  -  + + 

R4   +  + 

R5  - + +  

        Figure 6 Inferring relationships between requirements 

From Figure 6, we can notice some interesting relationships being inferred. Since most of the time we 
may be interested in trying to manage between the user requirements and the requirements of the 
IEC 62304:2006 standard (regulatory requirements), it is thus necessary to find out where such 
requirements would not meet (i.e. conflict). For instance, it can be noticed that the user requirement 
R2 and the IEC 62304:2006 requirement R5 cannot be achieved at the same time, since they 
completely conflict with each other. 

8 Conclusions 

Vague or unclear software requirements also known as “Fuzzy Requirements” can have a detrimental 
effect on a software development project. Often what is finally delivered to the customer is not what 
they asked for, rather what the software development organization perceived them to need. This 
problem can be exacerbated in the medical device software development industry where there are 
two customers, the end user and the regulatory bodies. Regulatory bodies impose strict controls to 
ensure the safe and reliable performance of medical devices. However, these regulations and 
associated development standards introduce requirements which can be deemed as fuzzy. By fully 
understanding fuzzy and categorizing them they can be accommodated better in a software 
development project and therefore the potential for a project being deemed a failure can be reduced.  
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