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ABSTRACT

Knowledge in a software company is the blood of the company, not surviving without the valuable knowledge running through its veins. Knowledge is no longer seen as an object of competitive advantage but is the core of how an organisation operates.

The transfer of tacit knowledge into a format that is usable and can be transmitted to other individuals is a challenge in any organisation due to the nature of this knowledge. Tacit knowledge is a challenge to convert into an explicit form as it is hard to contextualise this knowledge in order for it to be reusable for others. Investigation is carried out into whether explicit and tacit knowledge that has been documented throughout a software project can be recorded and easily transferred to someone outside of the original project team.

The research demonstrated how a Wiki, if used in the correct way, is a sufficient and effective tool for managing important tacit and explicit knowledge within a software team. Knowledge exists in a spiral and grows and matures as it moves though this circle of communication. The people and the technology using it need to be able to deal with its ever-changing nature. The first issue highlighted as the main barrier to knowledge transfer was ensuring that knowledge is in a context that is going to be understood by users who had no previous experience with it. The second issue is regarding the addressing of factors that might result in the contributor of tacit knowledge not participating in the knowledge transfer process.

The transfer of project knowledge is possible to users outside of a project team, but only if the issue of user contribution and the contextual knowledge issue are addressed.

Key words: knowledge transfer, spiral of knowledge, Wiki, Semantic Wiki, software projects, knowledge management project.

---

1 A Wiki is a new technology that supports “conversational” knowledge creation and sharing. A Wiki is a collaboratively created and iteratively improved set of web pages, together with the software that manages the web pages. (Wagner 2004)
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1 INTRODUCTION

1.1 Introduction

As highlighted by Turk (2008) a person who graduated yesterday and stops studying today is uneducated tomorrow. Individuals need to continually learn to ensure that they are operating with up to date information. If individuals make decisions on information that is out of date, the rippling effect can have a commercial and detrimental effect to your software business (Goodman 2003). An example of this would be spending time fixing a bug in the system for a customer that was already fixed in a previous release but never distributed at the time of fixing. The results of this mistake would be time spent redoing something already implemented.

The goal of this research is to investigate if a knowledge management tool can successfully capture tacit and explicit knowledge relating to a software project and if this knowledge can be reused and merged with knowledge of others, inside and outside of the project team.

Many modern software engineering projects suffer because of a lack of understanding of what another team member knows or what was achieved previously in a project, resulting in repeat incorrect behaviours (Charette n.d). Ruhe (2000) highlights that members of a project team are not always aware of knowledge held by other team members and in other areas of the team and, therefore are often required to reinvent the wheel. The Standish Report (1995) showed after a study was completed on 8000 software projects in 352 companies that 32% of the projects failed. The remaining 70% failed to deliver what was expected. In another study by Jones (1991) it was highlighted that 35% of requirements change throughout the software lifecycle. It is important to realise that if project team members can not effectively communicate what they know, requirements will be elicited without key information, developers will develop without the correct knowledge and as a result customers will not get what they asked for. It will then prove a real challenge to transfer this undocumented knowledge to users who were not a part of the project team. The goal of the research is to review how tacit knowledge
can be transmitted from project team members to users who were not part of the original project team.

Following a study over a three month period of a software project, which took place in a small Software Development organisation specialising in E-Learning (Company E-Learn), the issues regarding the tacit knowledge transfer process were investigated. A knowledge management initiative and a knowledge management technology were put into place to try to overcome these issues. A Wiki tool was put in place to create a record of all project knowledge of both a tacit and explicit nature for one particular customer, Company B-2-B. This Wiki technology was intended to serve as a record of all project knowledge in order to facilitate users outside of the project team who needed easy access to this knowledge without asking individuals that were involved in the project. Examples of these users were new employees within the organisation or users that were allocated to different customers within the organisation.

Knowledge within a software project is ever changing due to requirements shifting and designs changing due to the requirements being altered. Only some changes are reflected in documents and some changes are discussed via face-to-face communication. As a result of poor communication of tacit knowledge at the time of execution of a software project, little documentation or record is taken from face to face interactions. As a result of this, knowledge can never be fully transmitted to others outside of the project team.

As highlighted by Cloutier (2004) software projects had been traditionally implemented using the well-known software methodology, the Waterfall Methodology. The Waterfall Methodology involves taking customer requirements, documenting these in a design document and the development team implementing these requirements to produce the required solution. Upon development of the

---

2 Company B-2-B is a Global organisation that contracted Company E-Learn to build a Learning Management system for their employees. Company E-Learn tried to store Company B-2-B’s tacit and explicit knowledge in a tool that was available to all users inside Company E-Learn.
requirements, testing takes place after development and once tested the solution is delivered to the customer (Khalifa & Verner 2000).

The Waterfall Methodology is an approach to software development in a sequential matter, i.e. phases happen one after another. Jones (2001) highlighted in *Applied Software Measurement* that 63% of projects failed in 1993 that used the Waterfall Methodology. Within Company E-Learn, the Waterfall Methodology was used for all projects, which meant that knowledge was transferred from one phase to another in a sequential manner. As face-to-face conversations were had throughout the project lifecycle, less and less was documented as time moved on. As a result of this methodology, any tacit knowledge that was not recorded did not reflect the format at which it was created.

![Figure 1-1 Waterfall Methodology (Kasser 2002)](image)

The research within this paper examines:

- What are the goals and aims of knowledge transfer within a software team?
- Why tacit knowledge is difficult to transfer to an explicit format?
- Can a tool, a Wiki tool, manage the tacit knowledge of a project?
- What are the main barriers to knowledge management project and knowledge transfer?
- Can tacit knowledge be transferred to individuals who were not a member of the original project team?
The following approach was taken to try to transmit the project knowledge of Project B-2-B to an explicit format for reuse by users outside of the project team.

1) Review of past implementations of similar scope was undertaken.

2) An approach in terms of a plan to organise, collect and disseminate project knowledge was undertaken which involved the following:

   a. Every phase within the software lifecycle was reviewed and the knowledge that might exist was classified into either tacit or explicit knowledge.

   b. Communication media for the transfer of tacit knowledge was identified.

   c. Tacit knowledge that existed in the different communication media was classified depending on its content into categories of knowledge.

   d. Both the explicit and tacit knowledge was transferred into a project Wiki for all users to access.

   e. Experiments were carried out with users inside and outside of the project team in order to analyse the success of knowledge transfer.

It was proven that knowledge transfer of both tacit and explicit knowledge is possible but certain barriers such as organisational culture, environment for transfer and processes for transfer have to be addressed.

As proven from the implementation in Company E-Learn and other knowledge management projects such as highlighted by Madden (2008) and McMahon (2008), there are barriers to the transfer of tacit knowledge such as resistance by users to share, technology to support knowledge sharing activities and an overall communication of what is expected in terms of the outcomes of sharing. As highlighted by Collison & Parcel (2001) the main issues fall under certain categories of organisational issues. Collison and Parcel highlighted that issues relating to knowledge management can be broken down into 70% of issues relating to people, 20% relating to process issues and 10% relating to technology issues. As highlighted below, each component of success for knowledge management does not exist on its own and each component needs to work in unison with each other to contribute to overall successful knowledge management. Knowledge transfer to others outside of the project team is achievable via a Wiki technology if all barriers, people, process and technology are addressed.
Examples of these barriers relating to people, process and technology, are highlighted below and discussed in the evaluation chapter of this research.

<table>
<thead>
<tr>
<th>People</th>
<th>Processes</th>
<th>Technology</th>
</tr>
</thead>
<tbody>
<tr>
<td>Knowledgeable individuals not sharing knowledge</td>
<td>Process of sharing tacit knowledge with others not being defined</td>
<td>Technology to support storage of Tacit Knowledge not existing</td>
</tr>
<tr>
<td>Individuals not wanting to learn</td>
<td>Process of converting tacit knowledge to explicit knowledge not being defined</td>
<td>Technology to support communication not existing</td>
</tr>
<tr>
<td>Knowledge Project Managers not knowing what should be shared</td>
<td>Process of merging old and new explicit knowledge together to form something new not being defined</td>
<td>Technology to support Collaboration not existing</td>
</tr>
<tr>
<td>Knowledge Marketing individuals not selling the initiative internally</td>
<td>Process of translating explicit knowledge into the practical doing of what has been documented not being defined</td>
<td>Technology to support Searching not existing</td>
</tr>
<tr>
<td>Senior Management not providing buy in for the project</td>
<td></td>
<td>Technology to support Changing Knowledge not existing</td>
</tr>
<tr>
<td>People outside the team not wanting to learn what happened on the project</td>
<td></td>
<td>Technology to support dispersed users not existing</td>
</tr>
<tr>
<td></td>
<td></td>
<td>Technology to support different version of knowledge not existing</td>
</tr>
</tbody>
</table>

Table 1-1 Issues preventing efficient knowledge transfer

1.2 Background

Company E-Learn is a small E-Learning software company consisting of twenty-seven staff. Most projects teams vary from 5-6 team members from various disciplines, including Project Managers, developers and solution architects. The organisation sells an off-the-shelf Learning Management System. Projects normally range from three to four months in duration depending on the customer requirements. There are a diverse set of customers from domains such as financial services, oil refineries and domestic appliance producers.
A Wiki had been used in the company before this knowledge management project but was only used on occasion by 2-3 people in the organisation. Other users did not use the Wiki as they were unaware of the current uses and knowledge that was stored on this Wiki. The more knowledgeable workers were users who had been in the company for the longest duration and experienced the most project implementations. Users with less experience opted to obtain this knowledge through face-to-face conversation rather than searching on the Wiki.

A Waterfall Methodology was used for all projects within the organisation. This methodology meant that knowledge was being passed on at every stage of the lifecycle in a series of phases. The sequential approach normally started with a business analyst defining the requirements, passing these requirements onto the solution architect ending with the developers developing the proposed solution for the client. Depending on the individuals themselves, different communication media were used to transfer knowledge, which included email, face to face to instant messaging. It was often the case that knowledge was lost in emails that was not updated in a document or transferred to the developer. Lessons learned and brain-storming meetings proved on several occasions that documents were not being correctly reflected. Knowledge exchanges in other media such as email and instant messaging were not being reflected in project documentation.

As every stage of the lifecycle from requirements to design involved interaction and conversations about the customer’s requirements both with the client and internally, many pieces of important knowledge were lost along the way. A previous phase of a project for customer B-2-B had showed that requirements conversations had gone undocumented and, as a result, when the project went to delivery, the customer was unsatisfied that they had received all of the functionality.

Coughlin (2002) highlighted that when discussing issues regarding requirements elicitation, knowledge acquisition and sharing can only be achieved through effective communication between the various stakeholders. If users were not directly involved in communication in the project, users were unaware of certain agreements if they were not discussed at a project meeting. The requirements phase is only an example of how key knowledge learned from one
experience could be lost as different team members become involved. As highlighted by Bontis (2001), it is hard to really quantify loss in terms of statistics and financial loss as a result of knowledge loss due to its intangible nature but it can be proven on a less tangible scale. From a previous implementation of a project for Company B-2-B, knowledge loss from a requirements perspective resulted in an unhappy customer, which, as a result, could lead to a financial loss as the customer will not return for more business if unhappy with the service.

It is important to understand that new people provide new ways of doing things and are always required throughout a software project implementation and after its delivery from a support perspective. Users outside of the project team are beneficial in times of crisis, when certain users are not in the office and a problem needs to be solved. These users review documentation and compare with other implementations so designs are not documented with biased opinions. Users from a support team know exactly what happens at every phase of the project so that they can answer support questions without having to repeatedly contact the person who was on the project.

The focus is on the communication between the old and the new, and the creation of something usable from a combination of both. It is not only important to share this knowledge with other users outside of the project team to get opinions but to reduce risk. For example, if a company had to reduce costs and offer redundancy, often the highest paid workers are those who have the most knowledge. If valuable resources leave a company, this competitive knowledge is lost.

The challenge is the reliance on individuals to ensure that this knowledge is passed on and reused and does not become out of date and to specify what element of this management can be carried out by a tool.

The term knowledge transferral is potentially misleading, as it suggests that knowledge is moved from one location to another resulting in its removal from the original location. In reality, it should more accurately be viewed as knowledge reuse and renewal, encompassing new and old knowledge, and tacit and explicit knowledge. This is the knowledge that puts us ahead of our competitors as we are reusing what has been learnt on other projects and the successes of other implementations. This first step
is to ensure that this knowledge is firstly shared, i.e. that users inside and outside the team come together and share this knowledge but to also create a place for sharing. There must be a tool that will allow the communication and collaboration of this tacit to tacit relationship. This tool must support the merging of this tacit knowledge with the already existing explicit knowledge, to create something new.

1.3 Research problem

The research problem involved identifying tacit and explicit knowledge for Company E-learn and ensuring that this knowledge existed in a place that was available for reuse for users that existed both in the project team and for users outside of the project team. This knowledge needed to be made available so that it was available to everyone, updated and merged with new experiences and once again reused by everyone.

Tacit and explicit knowledge existed at every stage of the software lifecycle. The challenge involved identifying both types of knowledge and who were the largest owners of this knowledge and in what format that this knowledge existed in. Tacit knowledge existed in many conversational formats including email, face-to-face and instant messaging.

In order to have one place for project knowledge, all knowledge had to be transferred to a technology that could manage this ever-changing project knowledge. The real challenge was not managing the explicit knowledge, as this was less changeable in nature, but the management of this changeable tacit knowledge.

This research attempted to maintain a record of this project knowledge (both explicit and tacit) for future references for all employees within the organisation, for those who existed in the team and those who were outside of the core project team.

1.4 Intellectual challenge

The overall goal of the knowledge management exercise was to ensure that both tacit and explicit knowledge gained initially and at all stages throughout a software development lifecycle for Company B-2-B was retained in one place and reused by those within and outside the project team.
The intellectual challenge was to:

1. Highlight and expose tacit knowledge at all phases of the software lifecycle.
2. Collect the tacit knowledge and explicit knowledge and place in a central location.
3. Ensure that the central location can manage the changeable nature of the tacit knowledge.
4. Ensure that the tacit knowledge and explicit knowledge are clearly merged and visible.
5. Ensure that all users within the project team know how to contribute, where to contribute, when to contribute and what to contribute.
6. Ensure all users outside of the project team can clearly see and obtain all project knowledge at any time during and after the project implementation.

There is also a challenge to overcome any of the barriers that may exist to the transfer of knowledge, which may include people barriers in terms of using or not wanting to share or contribute to the knowledge management project people. There may be challenges about devoting time and resources to such a project.

There also may be limitations in terms of what the technology can do in terms of supporting the knowledge transfer process, i.e. not being able to correctly represent the knowledge that exits within users or not being able to show users when knowledge has changed or has been updated.

1.5 Research objectives

The focus of the research objective is to prove whether there is an appropriate way to manage the transfer of project knowledge in a software development project, so that this knowledge is available to all users within the organization. This project knowledge needs to be documented in such a way that it is easily referenced for those who were and were not involved in the original implementation. The goal of the research is to prove that this transfer of project knowledge into a central area for distribution is possible. The objective is to prove that a knowledge management tool can manage this
ongoing communication of project knowledge, even when the project has been implemented. If one can prove that all project knowledge, both explicit and tacit, can be easily referenced, then results of this successful implementation have to be reviewed.

In summary, the research investigates the following:

1. Investigation was carried out to see if Company E-Learn was able to share tacit knowledge inside and outside the project team. The research investigates the issues regarding knowledge loss through the software lifecycle and reviews at what stage the knowledge loss is at the highest point.
2. What new processes and technology addressed knowledge loss at certain phases of the software development lifecycle?
3. What barriers existed to challenge the research objective?
4. How these barriers to knowledge transfer were overcome?
5. As a result of the findings of the research, what future recommendations could be made regarding the knowledge transfer process within the organisation?

1.6 Research methodology

In order to evaluate hypothesis regarding reasons for lack of knowledge transferral in the past and to decide on an approach moving forward, several different techniques were taken on board. As highlighted below, the entire knowledge transfer project was split into requirements, design, implementation and review. The tasks and approach for each phase is highlighted below.

Requirements
The requirements of the knowledge transfer process were decided by the Project Manager of the knowledge transfer process and agreed by Senior Management. Requirements were gathered by reviewing lessons learned from previous software project implementations and reviewing where the largest knowledge loss within the project was and who was responsible for this loss. Questionnaires were filled allowing team members to voice their opinions on what they thought the issues were. Meetings were held when the requirements of the knowledge transfer project were defined and a
solution had to be designed to propose how to address the knowledge transfer issues within the project team.

**Design**

Upon review of other implementations and review of documentation on the subject of knowledge transfer, an analysis of technologies to cater for knowledge transfer was taken on. The requirements were mapped to each technology and a suitability matrix allowed a tool to be chosen based on the most amount of requirements fulfilled. A design document was put in place to highlight how the knowledge transfer project in terms of a new technology and a new process were going to be implemented.

**Implementation**

A wiki technology called Mediawiki was used as the tool to record all explicit and tacit knowledge for the project. Knowledge that existed from a previous phase was uploaded to the wiki, and the wiki was supposed to be the place for new knowledge moving forward, including knowledge gained post implementation.3

**Review**

Upon implementation of the wiki, a review in terms of usage of the tool was carried out. Questionnaires were filled out by team members asking questions about the knowledge tool and the knowledge sharing process. Open Interviews with team members allowed individuals to discuss why the project was or was not a success and to highlight barriers to the knowledge sharing process. Test scenarios were set up which asked users who were and were not members of the project team to extract knowledge from the wiki. Several tests were carried out over a period of time, reviewing user’s experiences as the quality of the knowledge improved over time.

A review of the success of the knowledge transfer process was carried out by comparing the original requirements with the solution that was implemented and how it was accepted by the team members.

3 MediaWiki is a free wiki technology developed using the scripting language PHP. MediaWiki is a type of technology that allows users to easily add content to a internet page without any administration rights or web development experience needed.
1.7 Resources

Before the dissertation commenced, an overall approach was decided on, regarding a flow of tasks and prerequisites before implementation of the overall knowledge management project. Both primary and secondary research was taken on at various stages to assist in the preparation for the project. At the initial stages of the project secondary research was carried out post analysis of the initial high-level requirements. Secondary research involved reading websites, and communities of practice, other dissertations and journals to see if other companies and individuals had recognized a similar problem. Without review of the same problems within other organisations, opinions of the overall issue would be quite narrow. Reading other experiences allowed for expansion of thoughts on the implications of existing issues.

Primary research was also carried out before the implementation by creating questionnaires to obtain peoples opinions on the existing issues before any changes were made. Interviews were carried out with key project members that existed within the project team and outside of the project to get an overall picture of the success of the knowledge transfer process. Reviews were carried out with the Project Sponsor intermittently throughout the project. Questionnaires and interviews were carried out at the end of the implementation when the project had been in use for a period to obtain feedback on the success and failures of the system. A usability test was carried out with members who were outside of the project team to ensure knowledge was transferable to new project members. When certain knowledge was not clearly taken on by users outside of the project team, changes were made to the Wiki and several regression tests were carried out to ensure that the knowledge was effectively passed on.

Technical Resources
Access was needed to the knowledge management technology that was already in place within the organisation. Assistance from the individuals who originally implemented the existing tool was required.
Access to various online resources was required for literature review regarding previous implementations or research on similar topics.

Internet access was required at all times for research and also for back-up of documentation.

All Microsoft packages, such as Excel (statistics), Word (documentation of results), PowerPoint (internal and final presentations), and Visio (flow of information in experiment) were used as a part of the research project.

**Human Resources**

Access to a Project Sponsor within Company E-Learn on an ad hoc basis was required to verify at the early stages that the requirements that were documented were correct and in line with what was necessary.

Time was required at the development and testing of the new knowledge management solution to ensure that the functionality had not wavered from the requirements in any way.

Time from a technical representative was also required to assist with any issues that may have arisen in terms of issues with a database, user interface, development or server connectivity etc.

Access to users for a period of time in terms of feedback before, during and after the implementation was required.

Access to users who had documented and implemented similar projects was also required to compare thoughts and implementations.

**Scope and limitations**

As part of the research, a concrete decision on what was achievable in the time period had to be decided upon. The overall objectives were clear but a decision on what could be achieved in the time period had to be agreed. The decision was made to focus on one client, in terms of creating a knowledge-sharing tool that would manage the tacit and explicit knowledge of a project but the analysis was mainly on the tacit to tacit and
tacit to explicit process. It was not feasible to include all of the organisation’s knowledge as a part of the scope of work as the time it would take to sort, upload and disseminate this information would be too large in the scope of time given. The existing Wiki architecture that was already in place was used but was re-branded and customised in one area for the chosen client.

Rolling the new process and knowledge management tool out to anyone outside the defined project team, giving the client access and rolling out the knowledge management tool to any other projects within the company was out of scope for this project.

The three and a half month time period only allowed research in open source tools, which meant that the functionality in terms of what it could provide were quite limited as there was no cost allowed for the implementation.

As the project did not have a budget there were no possibilities to implement a tool that had any support of licensing costs, which again resulted in risks in terms of implementing something that could result in issues and a lack of support being provided.

### 1.8 Organisation of the dissertation

The research is broken down into the following chapters.

**Chapter 2** provides an overview of knowledge management, the different types of knowledge that exist in a software project, both explicit and tacit knowledge. An overview of how knowledge is managed throughout its life as it passes through the spiral of knowledge is provided.

This chapter highlights how explicit and tacit knowledge is passed through the spiral of knowledge and issues regarding tacit knowledge at the socialisation process are investigated. Investigation into how this knowledge is effectively represented for organisational use is carried out.

**Chapter 3** addresses the issue of knowledge transfer in a software project to users inside and outside of the project team. Chapter 3 highlights how knowledge passes through the different corners of the spiral of knowledge and where the main issues of
transfer occur. Chapter 3 also addresses the different media at which knowledge transfer can occur and how to clearly represent this knowledge when it comes together.

**Chapter 4** discusses the main areas of knowledge loss in the knowledge transfer process in a software project. Analysis in term of loss of knowledge in a traditional lifecycle methodology such as the Waterfall Methodology is compared against newer agile methodologies such as XP and SCRUM. Investigation into the possibilities of introducing an agile method to improve the knowledge loss in a software project is discussed.

**Chapter 5** examines the various technologies that can assist in the transfer of knowledge in a software project. This chapter focuses on Wikis as a tool to manage project tacit and explicit knowledge. This chapter highlights how Wikis can address the issues of making tacit knowledge explicit in a software project.

**Chapter 6** explores the previous implementations of knowledge management tools that tried to overcome the transfer of tacit knowledge within a software project. Case studies of Wiki implementations, Semantic Wikis and Knowledge Management Projects were reviewed and discussed. This analysis contributed to the approach taken at the experimentation stage.

**Chapter 7** looks at the implementation of a Wiki as the knowledge management tool to manage the project’s tacit knowledge. Discussion about the approach, how requirements were defined and how the implementation of the tool was carried out is also documented. Chapter 7 focuses on the results of analysis taken after the project was released the team, and carries out tests to review the success of the Knowledge Management Project.

**Chapters 8** focuses on the evaluation on the goals of the knowledge tool and highlights the lessons learned from the implementation. Overall evaluation in terms of the aims set out at the start of the project is evaluated and the conclusion on the best way to manage the transfer of tacit knowledge in a software project is provided. Future work in terms of what was out of scope but would be of interest to investigate further was also discussed.
2 KNOWLEDGE MANAGEMENT

2.1 Introduction

As the CEO of Pepsi once said the soft stuff is always harder than the hard stuff (Enrico 1995).

It is always going to be a challenge to represent knowledge that has not been codified and does not exist in an explicit format. As a result, pockets of knowledge exist around the organisation and are not easily spread amongst others. This chapter investigates what knowledge management is, how knowledge is managed throughout its lifecycle and the issues regarding transferring knowledge to others and keeping this knowledge up to date. This chapter identifies how and where knowledge is lost throughout the software development lifecycle and will attempt to answer the question, how can knowledge be shared and reused?

2.2 What is Knowledge Management?

As highlighted by Young (2005) Knowledge Management is the discipline of enabling individuals, teams and entire organisations to collectively and systematically create, share and apply knowledge, to better achieve their objectives.

As Young highlights, knowledge management is about individuals, teams and organisations collectively sharing knowledge. Within the software development lifecycle, a vast amount of knowledge is created and reused, such as approaches on version control, coding reuse and software project management methods.

Depending on the approach and methodologies of the environment and company cultures where the software is being developed, this knowledge may be passed on to others or lost, updated or become out of date or incorrectly translated. Knowledge may exist within an individual and never be shared because someone might never know it existed. This tacit knowledge is informal knowledge not documented in a physical format (Polanyi 1967). As discussed by Nonaka (1995) explicit knowledge is knowledge that is saved in a document or has been recorded in some physical format and can be passed onto others.
In a software development team, there is a large amount of knowledge transmitted via emails, instant messaging software and in documentation. As shown in the diagram below, knowledge becomes less formal, and of a more tacit nature as a software project progresses from requirements through to development.

---

**Figure 2-1 Examples of Tact and Explicit Knowledge in the Software Lifecycle**

Knowledge is stored in both an explicit and tacit format at every stage of the project lifecycle. Knowledge is created at the start of a software project with customer requirements and passed onto different team members as it passes through the
development, testing and release phase. Knowledge changes format and is manipulated and lost depending on how well it is managed.

The challenge is to collect all of the project information, both explicit and tacit, and ensure that it is converted into a format that is usable for the entire organisation. The knowledge in this central location is not stored once and never reviewed by all but it is stored in such a way that it is self-maintaining. It should be used as the place for ongoing project collaboration and storage during and after implementation. Users should never be in a position to have to check if the data is up to date and correct.

Plato once said the learning and knowledge that we have, is, at the most, but little compared with that of which we are ignorant.
If we examine this statement closely, one realises that there is always the potential to never know what we don’t know exists, therefore being ignorant to what we could know. Our challenge is to expose knowledge that exists without actually searching for this knowledge or being aware it even exists.

The main challenge investigated in this research is the transfer of knowledge from one source or media to another. Investigation into the issues regarding knowledge transfer of the knowledge that exists in a tacit format to those who were not directly involved in the project has been carried out. Investigation as to whether this knowledge management tool can effectively manage this ever-changing knowledge has been carried out.
If something is not communicated or communicated ineffectively then, the cost to the software project is huge by the time it gets to the end of the software lifecycle as it does not clearly represent what the original picture looked like.

As highlighted by Nonaka & Takeuchi (1995), in an economy where the only certainty is uncertainty, the one source of lasting competitive advantage is knowledge. The issue under research involves bringing together all project information from the various media and classifying this knowledge in order to allocate it a topic for searching and reuse. Within a software development lifecycle, knowledge should be accessible from a central location. Knowledge should be kept up to date with minimum effort from the software development team. Re-use within software development
projects is crucial to profit and success as there is the risk of continually re-inventing the wheel. As Benjamin Franklin once said time is money (Franklin 1748).

2.3 Types of Knowledge

2.3.1 Explicit Knowledge

Explicit Knowledge is knowledge that can be articulated and is visible to others. As highlighted by Sanchez (2000) this type of knowledge can be disseminated to others in many formats.

Explicit knowledge could be seen as easier to transfer to others as it exists in a physical format and can be easily passed on. Explicit knowledge also has the same issues that are highlighted in the spiral of knowledge with tacit knowledge, in that it needs to be kept up to date and when it is used by others so that it evolves into new knowledge.

Examples of explicit knowledge in a software projects are design documents or test plans.

2.3.2 Tacit Knowledge

Tacit Knowledge is knowledge that is not codified or made explicit. It is knowledge that exists in minds of individuals through experience or learning. Tacit Knowledge is a mix of experiences and is a build on information as it contains this mix of experiences and skills (Polanyi 1967).

Tacit Knowledge within a software development cycle is particularly difficult to codify as knowledge passes through many cycles and phases and changes over time and never exists in one format. It is a real challenge to pass knowledge onto others that is continually changing. As Nonaka (2000) said, the word “manage” highlights control, but can one ever control an ever-changing tacit environment? Bringing knowledge carriers together is the first step in the knowledge management process (Sanchez 2000).

2.3.3 The Spiral of Knowledge

Knowledge exists in both an explicit and tacit format. Knowledge does not stay in one place or never change but moves through many stages of communication and changes in state as it passes through.
The spiral of knowledge created by Nonaka and Takeuchi (1995) highlights that tacit and explicit knowledge circle and reconnect in a spiral motion. There are 4 processes or exchanges at which knowledge is transferred, communicated or changed.

- **Socialisation** is the exchanging of tacit to tacit knowledge. An example of this would be a conversation between a solution architect and a developer on how to set up labels in the version control tool clear case.
- **Externalisation** is making this tacit knowledge explicit; for example, documenting how to set up the labels in a procedure document.
- **Combination** involves merging this explicit knowledge with other explicit knowledge. In our example, this would be using this procedure document with a detailed design document to understand how to develop a piece of functionality.
- **Internalisation** is the changing of the explicit knowledge back to tacit knowledge by the practical implementation of doing what was specified in the explicit form.

![Figure 2-2 Spiral of Knowledge (Girard 2006)](image)

As highlighted in the Spiral of Knowledge, the process does not stop after the internalisation phase but begins again at the socialisation phase. The knowledge becomes more refined as it moves through the knowledge spiral. For example in the context of a software development environment, documentation is completed, reviewed with others and the solution is developed as per the requirements. If the documentation is then reviewed again to ensure the solution is in line with the requirements, the
solution will be more in line with what was required, as the knowledge will have moved through each stage of the spiral of knowledge several times.

In the Spiral of Knowledge, Nonaka looks at how from sharing and discussion, knowledge is created at the socialisation process. Nonaka believed that knowledge appears in both a tacit and explicit format. Knowledge is then translated into a format where it is externalized or made available to others. Though various techniques, and merging with other knowledge, knowledge is combined to become new knowledge and in the last step is reused and internalised by others (Nonaka et al 2000).

2.3.4 The issues regarding Knowledge Transfer in the Spiral of Knowledge

Although the knowledge is passed through the spiral of knowledge there exist many issues or potential issues at the different stages of its lifecycle. The processes involved in Company E-Learn example are similar to the components of the spiral of knowledge in that knowledge is created at the socialisation stage, externalised and then issues arise at the stage of internalisation of reuse as the knowledge has not been clearly represented (Nonaka & Takeuchi 1995).

Within a software development project, knowledge is created at the initiation phase with face-to-face requirements gathering. Knowledge is then translated into an explicit format when it is translated into a requirements document and subsequently a design document. After the design stage, developers work on the implementation of the solution. At this point the system is tested and then delivered to the customer. Conversations regarding requirements normally happen outside of documentation as, when requirements are translated into design, clarifications and questions arise. When developers then go to develop the solution, there is further clarification from the business analyst or from the customer. The goal of this research is to try and successfully translate this tacit knowledge into an explicit format and merge this with existing explicit knowledge. Another issue that exists is post implementation of the project when decisions regarding functionality or changes are made to the system. In order to have a clear picture at any time of where the project is and what functionality is has, this tacit knowledge needs to be clearly documented and added to the already existing project knowledge. You will see from the picture below that in an ideal world
all requirements would be clarified at the requirements stage, everything needed in the design stage would be documented in a design document and everything would be developed as per what the customer wanted.

Figure 2-3 – Software transfer project with no knowledge transfer issues

In reality, conversations do happen outside the normal documented process, and do not get clearly reflected in the explicit format that is required for all users to gain benefit from this knowledge. As you can see below, conversations do take place outside of the documented project knowledge. If this knowledge is not documented, users outside of the project team will never be able to understand exactly what was delivered and are operating on out-of-date knowledge.
In order to overcome this loss of tacit knowledge, from either one-to-one conversations with clients or internally within the group, firstly this tacit knowledge needs to be made global and secondly it needs to be converted into an explicit format and merged with existing explicit project knowledge. This tacit knowledge needs to be made expressible in a format that is comprehensible by others not involved in the original acquisition of the knowledge (Neef et al 1998).

Also, depending on the environment, there are certain other factors that limit the success of the spiral of knowledge. Nonaka (1997) highlights 5 enablers for knowledge management which are vision, strategy, structure, system and staff.

Vision is about creating the goals without any limitations. This is creating a global atmosphere for sharing without inhibitions. The strategy is about managing this vision and putting a plan in place to manage this vision and identifying the keys ways to make your knowledge rise to the top. Structure means keeping the goals of the project on track without inhibiting the knowledge management initiative itself. The system highlights how to do it, i.e. if it is a system itself or a new process and finally the staff are all the people involved in the entire knowledge management project. In a software
environment, knowledge will not be effectively expressed or transferred if all of these factors are not considered. The knowledge management initiative needs to be thought of as a project in itself with a strategy to manage itself, a system or process to manage the knowledge and to also identify the key players.

2.4 Conclusion

Some opinions are that to have knowledge about something is to experience it and so it is really nothing new but rather a build-up over time of something that has happened already either to you or to others. It is important that others who have not experienced something can also be as enriched with this knowledge without actually experiencing it. As Nonaka (2005) said, knowledge management is nothing new, the difference is that people who pass on knowledge and accept knowledge gain out of passing on and receiving this knowledge.

It is important to realise that you can not always make people accept knowledge or use the processes or tools put in place, but you can only try and make things better for people and make things as automated and make knowledge as accessible as possible. For something to be a success, no matter how complex it is or what you are trying to do, it needs to be easy to use and accept from a user’s point of view.

This involves making the environmental factors more in tune with the initiative, i.e. ensuring the system is in line with what needs to be done and the organisational culture is in tune with the requirements.

Davenport and Prusak (1998) provide three reasons why organisations implement knowledge management systems: To enhance visibility of knowledge in organisations, to build a knowledge-sharing culture, to develop a knowledge infrastructure, not confined solely to technology, but to create an environment that permits collaborative work. As Davenport and Prusak highlight, you can only try to expose the knowledge where it exists and create avenues of open and shared communication. After this point, the rest is up to the users themselves.
Knowledge or the technologies are not the key factors to a successful knowledge management project. As Collison and Parcel (2001) highlighted, the largest percentage of the success of a knowledge management is about the people. As highlighted below people, process and technology do not sit out alone but are all closely linked. In essence it is the people who push the process and build the technology and use the technology and so without their involvement, knowledge transfer would never take place.

The main concern of this research is regarding the tacit to tacit relationship, also called the socialisation process of the spiral of knowledge. Losses or misunderstanding in the software development lifecycle tend to be where conversations have not been recorded or translated into explicit knowledge. There exist many media and many categories of tacit knowledge that need to be classified and sorted before merging together at the internalisation process. In terms of risk and greatest loss, this socialisation process proves the most difficult to manage.

Knowledge has to be expressed in a format that is understandable by others. In reality this tacit knowledge that is expressed and not codified anywhere needs to be codified and categorised and merged with what is already there. In Chapter 3, investigation into the different types of tacit knowledge generated throughout the software lifecycle is investigated. The different media of transfer are also investigated, and ways around classifying this knowledge are reviewed. Knowledge is generated through tacit to tacit interactions, sorted and classified via technologies such as rules or manual sorting. Knowledge becomes less explicit the more it moves through the spiral and the further down the software development lifecycle.

This is why the need for one tool to possibly remove all of the communication media where knowledge is being classified and have one tool for sharing, collaboration of project knowledge. Even if it is not possible to remove the communication mechanisms, the investigation of transferring all of this tacit and explicit knowledge to one place is the next focus of the research.
3 KNOWLEDGE TRANSFER

3.1 Introduction

As Nonaka and Takeuchi (1997) highlighted, knowledge differs from information as it adds the human interpretation and reasoning to it. They describe it as a flux mix of framed experiences, values, contextual information and expert insight that provides a framework for evaluating and incorporating new experiences and information. Knowledge is the incorporation and merging of new and old experiences to provide new knowledge. Knowledge rarely stays in the same state or is understood in the same context. Knowledge passes through the spiral of knowledge and gains weight over time or in some cases losses weight. In a software project, knowledge starts at the beginning of a cycle and flows through each cycle of the waterfall changing from tacit to explicit back to tacit before resulting in an explicit format this is deliverable to a customer. This chapter investigates the types of knowledge that exists in each phase of the waterfall lifecycle and investigates the issues regarding the transfer of tacit knowledge. Analysis is completed on the four areas of the spiral of knowledge and at what area the knowledge is generated, updated, changed and reused.

3.2 Knowledge generation

Knowledge is created by using information obtained previously and putting this knowledge into practical experience. Tacit knowledge in its purest form is knowledge gained by an individual due to a mixture of information and organisational experience. In a software project, knowledge is created by past experiences of other projects and practical experience of processes from other companies. When this knowledge is shared with other individuals in a social matter, it is enhanced and merged and refined to create new knowledge. This stage of the spiral of knowledge is called the socialisation stage. Knowledge at this point is of a tacit nature and proves the most difficult to translate to others and put in an explicit format.

There are different types of knowledge that are relevant to a software project, which can be categorised into personal knowledge and organisational knowledge. Personal knowledge within the organisational context is knowledge that users use to do their job.
but is of little benefit to others within the organisation. An example of this would be procedural knowledge, such as creating a project plan from a project management perspective. Organisational knowledge is as it suggests, is knowledge obtained by a users regarding the organisation. This organisational knowledge would be of little use to a user if they left the company (Neef 1998).

There is much research on the differences between knowledge and data. Realistically one would not have knowledge without data, as knowledge is what one draws experiences and conclusions from. One must think that knowledge is created at the generation stage from tacit conversations and then converted to an explicit format. In a software project, there are face-to-face conversations with clients, which result in the challenge of trying to codify this tacit knowledge and put it in an explicit format. This document is then discussed and amended depending on outcomes of discussions. The issue is building all of these conversations into a big picture of what has been said or agreed outside of a document. In order for this tacit knowledge to be used, it needs to be sorted or classified into a format that can be easily understood. Every stage within the spiral of knowledge has an input and an output. The input at this stage is tacit knowledge about a subject, shared with another to produce a new piece of knowledge.

3.3 Knowledge Sorting and Classification

Before making something explicit, structure or format has to be applied to it. Intentionally or unintentionally, one creates headings in documents or folders on servers to classify our knowledge. Classification or association is not something that is new or something that has been created due to knowledge management. Classification is to class or categorise something. A type of classification originally invented in 1945 was called hyper linking. Hyper linking was invented by Vannervar Bush (1945). He first highlighted the idea of hyper linking as a way of an associative index.

Before hyper linking, classification started with the 'Dewey Decimal System', developed in1876 by Melvil Dewey. This was a paper card based classification system. As discussed by Gupta (1997) after several decades this form of classification itself was too large for a person to use.

Both attempts at classification sought to make things easier for those searching through an abundance of knowledge. At the time, the Dewey decimal system served a purpose
as its aim was to sort a certain amount of knowledge. The difficulties arose when the knowledge increased as the classification task itself became too big a task to manage. As with the Dewey Decimal system, in software development teams, the amount of knowledge to store, manage and share is becoming unmanageable.

**From Tacit to Explicit Knowledge**

![ Tacit to Explicit Knowledge Conversion (Talisayon 2008) ]

Before investigation into the classification of knowledge, investigation into the tacit to tacit conversations within a software development project has to be carried out. The media, from which the knowledge comes, has to be reviewed. Within most software projects and within Company E-Learn, the main sources of communication are email communication, face to face and instant messaging.

### 3.3.1 Email

As highlighted by Pelfry (2002) when Tomillson invented email in 1971, he was not thinking of how, in 20 years time, knowledge would be sorted and reused at a later stage. Most types of project data in a software development team are communicated via email, from project release information to project schedules to lessons learned documentation.

Information communicated on, originally lies in project folders on a shared folder on server and some information resides with individuals and is discussed over email. In order to find something that has been sent to someone, a person has to be a part of the communication and also know what you are looking for and who sent it.
This highlights the issue of occasions in which one doesn’t always know what they’re looking for and one’s search is limited to what they do know. It also presents the issue that if someone outside of the project team is looking for a piece of project data; this is stored in one person’s email database and is not in a central location. This knowledge needs to be made public so all company members can be enriched with this knowledge.

Before this knowledge is made public and transferred to a central location, it needs to be sorted into an index of terms so that it is easily referenced and searched.

A good example of classification of email is highlighted by Kassim et al (2008). Kassim suggests that it is hard without large amounts of time spent searching to find an outcome of an issue discussed via communication. Kassim et al highlights how categorisation of emails using metadata helps in what is called a semantic email system. Here, the focus is on using the email system as the knowledge base rather than categorising the knowledge so that it can be exported somewhere else.

The study focuses on the use of semantics through back end logic looking for key words in email text and grouping based on certain words.

A piece of functionality that is of benefit, which was undertaken, was the rating of emails in order of importance. Without any type of technical advances to what is already there, users could rate information 1-3 in order of importance and if there was a large amount of emails, these could be sorted in order of importance.

Within Outlook, there are also features that allow users to set up rules based on the information received. You can set up folders based on key words in the subject when emails are received. It important to clearly define your ontology first; it is hard within a standard email inbox to define ontology’s as it becomes more an index of terms without real relationships between each other. Ontology is more of a web on interconnected relationships linking concepts based on metadata (Grubber 1993).

Aery & Chakravarthy (2005) highlighted 3 high level categories of how to classify knowledge, Rule based classification to classify emails into folder, Information Retrieval based classification and Machine Learning based classification techniques – e.g. Naive Bayes for training.
As the focus of this research is on a small sized software development team, the need for changes to the email architecture to add algorithms based on frequency of words etc. is not required. The case study is only focused on a subsection of the company, where knowledge may be created daily but not so much that it is not sort-able without some preparation using rules in the email application itself.

Although the capabilities of the rules functionality within Microsoft Outlook may be quite extensive, the assumption is that one person gets all emails, and sorts this knowledge using the rules technique. The assumption cannot be made that the communication and transferral of knowledge is a many-to-many relationship. The knowledge manager needs to always be copied on every email, which is not always going to be the case.

As highlighted by Wagner (2004), e-mail is more of a one-to-one or one-to-many conversation tool without the central knowledge repository.

![Figure 3-2 Email Classification - Outlook Rules](image)

**Figure 3-2 Email Classification - Outlook Rules**

An email software tool will never exist as a knowledge management tool because there needs to be areas for real time group collaboration and discussion, and all discussions need to be made public for its users to gain value out of the knowledge.

Email consists of knowledge that is unstructured and unformatted. Internal communication via email is especially unsorted and messy as users are aware that it is
not going to be distributed to a client. If a tool is used to sort this knowledge or even ask someone to manually sort through emails to classify, the amount of effort normally outweighs the gain.

**Figure 3-3 Formal and Informal Knowledge**

As highlighted in Figure 3-3, in terms of formality, knowledge that appears in email databases and in folders on servers is unstructured and uncategorised. Due to the conversational nature of the knowledge shared, a large amount of conclusions on a topic are not something that can be immediately seen. Users who are participating in this knowledge need to be aware that this contribution is going to be reused and put this knowledge in a format that can be easily reused. A clear process in terms of user contribution needs to be highlighted. It is a real challenge to ask users to share a conversation after it has been completed due to privacy issues and sometimes depending on the content of the email.

The best approach is to dedicate or ask someone to document an outcome of a situation. This person could then email a central area directly, so that it is put in a place that can be seen by all and has a defined structure.

Another feature that removes the need for classification in an email inbox is a feature within the technology MediaWiki called `emailtoWiki`. This allows a user to email a Wiki article already existing in a Wiki or else create a new Wiki article.
This removes issues regarding one-way communication. The data may not be classified correctly on the Wiki itself, but investigation into the classification techniques within the knowledge tool itself are investigated later.

Figure 3-4 Email to Feature – Media Wiki

It has been proven that it is possible to classify knowledge in an email inbox based on rules. The next focus should be on transferring this classified information in the email inbox to a central location.

3.3.2 Instant Messaging

As the software development lifecycle progresses, requirements have been clarified and design documents have been delivered, conversations and communication become less formal and organised. Questions and clarification tend to be posed over communication media such as instant messaging tools like MSN or Skype. A large amount of valid knowledge is lost as conversations are carried out on a one-to-one basis. Some of these communication tools do have the multi-user capability but tend not to be used. Even if this functionality is used, it is rarely passed onto any other media for distribution to others. The type of knowledge discussed over instant messaging is

4 Instant Messaging Software offers real time communication between people. Instant Messaging are sent by users typing text into a command box and the message being delivered immediately to the other user over the internet.
normally carried out between developer and solution architect. Valuable questions regarding clarification on design documents are carried out but not reflected in the design document itself.

The emphasis is more on technology as one moves away from paper-based communication or asynchronous communication and move towards a more real time communication. Communication is moving faster, more questions are being asked and the answers are being delivered faster than ever before.

Instant messaging moves ahead from the old-fashioned telephone conversations, where one was not guaranteed a response and could possibly play telephone tag until someone calls them back. Due to the technology developed in instant messaging technology, one can tell if someone is online and if you do not receive a response, the person does not want to talk to you (Hasse et al 2005). There is still the same issue of asking questions that have been asked somewhere before and are answered either in someone’s heads or in a file on someone’s hard drive. The challenge is to ensure that this communication is integrated with a larger centrally used system where everyone can either share or see the results of the conversation.

One disadvantage of instant messaging communication is that it takes away from people’s principles of ensuring that what they are saying is correct and well written. When something is written in an email, a subject is given to it, its purpose stated in the first paragraph and, in the next paragraph, a question is answered or a question is posed. If someone needs to reference an email, they would have to remember who sent them the message and the subject. If someone were to be quoted from an instant message, they would have to spend time formatting it to take out badly phrased language and rearrange it to put some structure on it. It is important to note that some users do not agree with being referred to in an instant message without their approval.

Marianne Foley (2002) carried out a study investigating the use of Instant Messaging in Academic Libraries for the purpose of answering questions that would have been previously answered at a library desk. This study highlights the advantages of quick response on information retrieval but also highlights the unstructured and unsorted knowledge difficulties. Foley emphasises that face-to-face communication is probably the better form of questioning and answering. You can never fully replicate human
interaction as there is always the possibility to misinterpret something without facial expressions or visual representations of something, but from a knowledge management perspective, it is harder to pass on a conversation than a formal documented version of something (Foley 2002).

In the Cluetrain Manifesto (Locke et al. 2000), Locke details that the real cultivation of knowledge is through conversational activities; less knowledge is extracted through data mining, as it is more a dump of data than a growing of knowledge. There is some truth to this conclusion as people will offer more and comment more on a topic if they are free to not be judged about opinions and knowledge they share. If someone knew that they would have to make a subject about which they were talking more public, then the amount of knowledge shared might be significantly less.

As Wagner highlights, conversational knowledge creation is suitable for environments where the knowledge is not centralized, but resides with multiple owners who may be located far apart. Investigation into this point will be carried out later, but the challenge of this research will try and overcome many knowledge owners and try and create a more central view of the project knowledge.

### Table 3. Conversational Technology Overview

<table>
<thead>
<tr>
<th>Technology</th>
<th>Communication</th>
<th>Knowledge Repository</th>
<th>Knowledge Catalog</th>
</tr>
</thead>
<tbody>
<tr>
<td>E-mail</td>
<td>1-to-1, 1-to-many, person-to-person</td>
<td>Local e-mail archives possible</td>
<td>Local index possible</td>
</tr>
<tr>
<td>Static and DB</td>
<td>1-to-many, approaching many-to-many, “dialog” between web pages through hyperlinks</td>
<td>Local archives</td>
<td>Local index possible, web logs create larger catalog</td>
</tr>
<tr>
<td>Discussion forum</td>
<td>Many-to-many in web based forums, repeated 1-to-many in list servers</td>
<td>Central repository if web based, local if list server</td>
<td>Central index if web based</td>
</tr>
<tr>
<td>Internet chat</td>
<td>1-to-1, many-to-many</td>
<td>Frequently none, transient communication</td>
<td>None</td>
</tr>
<tr>
<td>Video / audio</td>
<td>1-to-many</td>
<td>Central host or decentralized streamers</td>
<td>None, streams not indexed</td>
</tr>
<tr>
<td>Video / audio</td>
<td>1-to-1, 1-to-many</td>
<td>Local repository if content is recorded</td>
<td>None, content typically not indexed</td>
</tr>
<tr>
<td>GDESS</td>
<td>Many-to-many</td>
<td>Available, but GDESS sessions often treated as one-off.</td>
<td>Typically none, but possible</td>
</tr>
<tr>
<td>Web Log</td>
<td>1-to-many, can approach many-to-many (similar to web pages)</td>
<td>Local repository within each weblog. “Metablogs” now emerging</td>
<td>Yes, local index, metadata may provide larger catalog</td>
</tr>
<tr>
<td>Wiki</td>
<td>Many-to-many</td>
<td>Yes, current knowledge and history (“temporal database”)</td>
<td>Yes</td>
</tr>
</tbody>
</table>

**Figure 3-5 Types of conversational knowledge**
As highlighted above, knowledge can be transferred in email, in instant messaging tools, in video and all can be carried out either face-to-face or in a group context as a presentation etc. All are recorded in different formats and have their own indices to catalogues of information.

If knowledge gained in instant messaging software is to be reused, users have to be on board and know that they do not feel threatened and also that the sharing of the knowledge is made easy for them. There is ongoing research into classifying chat conversations based on certain characteristics, such as utterance level, i.e. grouping into a semantic unit and reading keys words to produce a grouping of a subject. Ivanovic (2005) highlights how grouping these conversations can be a challenge as sometimes users do not always do what they should, i.e. sometimes one does not carry out a conversation in sequence, or our grammar is not easily interpretive. This causes confusion when our program is set out to perform certain classifications based on a pre-programmed set of rules. Also, this type of development would be too large in a small software development company where the emphasis is to generate knowledge based on low-cost changes and minor changes to the way people do their daily business. Using this example, there are also issues regarding privacy and access to all messages within instant messaging conversations.

A simpler technique would be to firstly leave the responsibility to its users and allow them to choose what knowledge they would like to export. They could choose to export the conversations via any simple add-on to export data into html format. The person responsible for the knowledge management system could then carry out the classification from this point.

3.3.3 Face to Face

In order to extract knowledge from face to face communication, it will have to be turned into something that is explicit and easily codified. In a project environment, these conversations are rarely formalized as people do not have the time or may not want to put their name against something that can be referenced in the future. What is possible to document from a face to face conversation is the items discussed in a group context, such as a meeting or presentation. If there are clear and concise minutes of the meeting taken, then these can later be reviewed and sorted, based on its content.
There will always be a challenge to get people to document face-to-face conversations. Before transferral of this knowledge to an explicit format, there has to be recognition that this knowledge is going to be made public. As part of a knowledge management initiative, as users move through the software lifecycle, there is always recognition of what key subjects should be documented. Instead of ad hoc decisions about making conversations public, decisions and actions need to be decided before conversations have been held. If it is agreed and time is invested into knowledge documentation, this knowledge can be easily made explicit.

3.4 Knowledge Transfer

Davenport and Prusak (1998) highlighted knowledge transfer as one of the largest difficulties in knowledge management. One has to realise that sometimes the challenge exists in the cultural acceptance of a knowledge management initiative rather than a tool to manage the knowledge.

As discussed by Pyra (2003) Knowledge transfer is seen as a process (not a one-time act). In the spiral of knowledge, knowledge transfer is not a one-off thing and is always taking place (or not taking place in some cases). This is not a stagnant process; it is ever evolving.

In a software cycle in Company E-Learn, an example of a tacit to explicit process is the transfer of customer requirements into a document that will then be used as a design document. This solution design document will be the basis for what the developers use for the development of the solution. Normally at the design documentation stage, 98% of the requirements are defined in a requirements document and then this document is signed off by a customer. As the solution design document takes shape, requirements are clarified and questions arise. Outputs of conversations between customers and architects do not get reflected in documentation. When developers then use this documentation, key pieces of knowledge are lost and a piece of the requirements is not developed. In order to capture this knowledge, the responsibility of making this knowledge at the time of realisation needs to take place in order to ensure that it trickles through the cycle. Ownership of this update needs to take in order for the gap to be made in the spiral.
The media of transfer which facilitates the transfer also has to be investigated to ensure that this is an aid to the communication process, rather than a hindrance. Coupled with the culture and want to share and the media for sharing, the type of knowledge is important also. Users find it easier to share and pass on explicit knowledge. As there are still challenges with knowledge management projects as a whole, sometimes users are just not given the time to share.

As highlighted in the diagram below, this knowledge transfer process is about making explicit knowledge tacit and putting into practice what one has learned. Lessons learned from this practical experience are discussed with others at the knowledge re-use phase. Examples of this in software projects are when users and solution architects review what has been implemented and discuss the outcomes.

![From Explicit to Tacit Knowledge](image)

**Figure 3-6 Explicit to Tacit Transfer Talisayon (2008)**

### 3.5 Knowledge Re-use

In the knowledge transfer process there is a giver and a receiver in this transfer process. This relationship multiplies the issues of knowledge transfer, as the giver may not want to give and the receiver might not care to receive (Hansen 1999).

One way to address the issues of knowledge transfer is to move away from the one to one relationships and move towards a community effort to share. It will not always be ideal to have group conversations about topics but sometimes, bringing someone into a
room to shame them into sharing will have to be done. Communities of practice are becoming the forum to share and exchange knowledge.

As highlighted by Nonaka (1997) the processes involved in Company E-Learn are similar to the components of the spiral of knowledge in that knowledge is created at the socialisation stage, externalised and then issues arise at the stage of internalisation of reuse as the knowledge has not been clearly represented at the externalisation stage.

The main problem that is under discussion in this research is to investigate how effectively knowledge transfer from one media to another in a software development project is achieved, focusing mainly on the tacit knowledge. Knowledge is created at the knowledge generation stage through experience and then converted in to a usable format at the externalisation phase. Knowledge grows and changes as it moves through the process. When this knowledge again is translated back into a tacit format by the practical implementation of something, it again takes shape.

The spiral of knowledge does not only happen once, but should be repeated and repeated until the knowledge does not require to be used anymore or is in its final state. Knowledge only gets better over time and by feeding this knowledge from the spiral back into the socialisation process, the knowledge is passed on again and reused by others.

In a software environment, design documents need to be reviewed by knowledgeable people to share thoughts on proposed ideas; repeat mistakes need to be avoided at development stage by clean handovers from people who have been there before. As the saying goes, a problem shared is a problem halved.

### 3.6 Conclusion

Preparation is the key word in any successful execution of a task. Before you start a knowledge management project, it is important to set out the roles and tasks that the users are expected to carry out. If the rules based system is to be used for email, the rules should be clearly defined at the start of the project. Users should be told what key words to mention and format of information to display. Simple items such as emailing a group email address to make something public should be highlighted. If expectations are not communicated, users cannot know what to do or how to do it.
Sometimes users have tacit knowledge and are unaware that they have this knowledge. Smith (2000) explains that there is proven facts that if people were allowed figure something out themselves, without explicit explanation, they would have a better comprehension of the issue compared to reading the explanations of how to do it. Smith argues that users do not have to do the task to get a better understanding of what is involved as it is better to try this without any previous experience. One cannot agree with this point entirely as, without having previous experience, it sometimes takes a couple of attempts to really put this in perspective. For example, if a developer is given a design document and has already completed a similar piece of functionality for another user, then they are in a better situation than someone who has no previous knowledge of the functionality. As in the spiral of knowledge, the user has to put this theory into practice to thoroughly get the knowledge.

Adding the additional knowledge into a document to aid the user before they begin only expedites the time to acquire the knowledge and move things along faster. Smith suggests that there are three components of tacit knowledge, which are problem solving, problem finding and creativity and innovation.

Smith highlights that you cannot truly problem solve without the past experience and map of a pattern that you are going to follow in your head. Problem solving does require practical experience of a scenario to thoroughly understand an issue and really see where things could arise. In a software development project, knowledge is shared at every stage of the waterfall lifecycle.

Knowledge is reviewed by a minimum of two people at every stage. For example, when a solution architect is developing a design document, he/she will ask someone with knowledge from a previous implementation to review this document to make sure all facts are correct. In this scenario, the reviewer has to find both the issue through problem finding and problem solving, but the person doing the document can partake and learn from the problem solving. The creativity and innovation is brought out of these two people by marrying together their ideas to produce something that could not be produced on their own, as their ideas existed in isolation.

There is also the assumption that all companies that share knowledge consist of members that have a great working environment and all communicate regularly. A
large amount of tacit knowledge is lost due to fear of a work colleague, a culture where
no ones talks to each other or a culture where everyone leaves after a short period,
therefore forming no relationships (Nonaka 2000). As Nonaka highlights, the way
knowledge is shared depends on the “ba”, the Japanese word for place. This could be
virtual, physical or mental. A large amount of software development teams exist in a
virtual space with the only way to articulate knowledge from one person to the next is
via telephone or instant message conversation. Sometimes a barrier to transferral of
knowledge is from the person communicating it. Some of the best geniuses were bad
communicators.

The issue with tacit knowledge and explicit knowledge in a sense is that it is ever
changing. In a software environment, we expect that requirements do not change,
issues do not arise and that things go as planned. If this were the scenario, there would
be a clear transition from tacit to explicit, to tacit again. The difference is the scope of
our research is the knowledge that is outside of this circle. Sometimes extra
requirements are discussed with the customer; processes are agreed upon, which are
not fed back into the spiral. As a result knowledge is lost and the wheel is constantly
reinvented. As a result of this loss, the client relationship is damaged, time is spent
redoing requirements and as a result the project loses on turn over.

Upon investigation into the spiral of knowledge, it is realised the knowledge is
generated, transferred and reused via a series of processes in the spiral of knowledge.
In the context of a software project, knowledge is generated and lost at various stages
of the software lifecycle, depending on what lifecycle is used. Before investigation into
what tools can mange knowledge transfer, the knowledge generated and lost at various
phases of the software project have to be investigated? It may also be possible that,
with the introduction of new process and methodologies in terms of software
development, knowledge transfer could be improved with little introduction of new
technologies.

Chapter 4 looks closely at knowledge created in a software project, at what point this
knowledge is lost and how new methodologies could overcome this loss.
4 KNOWLEDGE LOSS IN A SOFTWARE LIFECYCLE

4.1 Introduction

As with the spiral of knowledge and with the standard lifecycle methodology there are processes to manage knowledge that exist in a software project. Processes exist to highlight to users how to do something. Within standard software projects, a methodology exists to carry out the software project but there is not always a methodology that sits within the software development lifecycle to transfer knowledge. It is important to have a methodology for knowledge transfer so knowledge is identified, the users who partake in the transfer are identified and the environment is set up for the knowledge transfer process.

This chapter identifies where knowledge is lost in the standard software lifecycles and at what phase the biggest lost is felt. Methodologies such as agile methodologies are reviewed that may assist in the knowledge transfer process. Knowledge transfer tools are discussed in Chapter 5 and reviewed at the experiment stage to review if these tools are sufficient to manage the knowledge transfer process.

4.2 Standard software lifecycle

Methodologies existed and are shown in examples in the 1950’s where the Waterfall Methodology was used for the information processing project SAGE for US and Canadian air defence (Boehm 2006).

As time passed in the software development world, people realised that the waterfall lifecycle was a process that consisted of sequential phases that were never reviewed once finished. In 1970 the Royce Waterfall Methodology was documented showing that each phase in the waterfall cycle had to be revisited to ensure that the end result was as expected and documented at the requirements phase (Boehm 2006). Verification allowed for risk to be reduced as it was easier to attempt to resolve an issue and fed it back into the waterfall lifecycle than previous versions of the waterfall lifecycle.
The Royce model tried to overcome the sequential nature of the Waterfall Methodology and reduction in risk in terms of knowledge lost as it moved through the lifecycle.

As knowledge was transferred from one stage to another, more work in terms of development and testing and release was completed. If something was missed and had to be completed again, the costs were higher the later it was completed in the lifecycle (Boehm 2006).

Figure 4-1 Royce Waterfall Model (Boehm 2006)

In the 1980’s Hewlett Packard found that its competitors were taking 2.75 years for their product lifecycles compared to 4 years for Hewlett Packard who were using the waterfall lifecycle methodologies.

As the shift was moving from a more focused requirements clarification, it was realised that requirements were changing but never being fed back into the knowledge would be fed back into the lifecycle.

4.3 Spiral Lifecycle

The spiral methodology moved on from the Waterfall Methodology by splitting pieces of functionality up into blocks of work and ensuring these blocks worked before moving onto the next stage. Although the methodology was still carried out in a sequential motion, it reduced risk in terms of issues being highlighted at an early stage in the project, rather than at the end when the entire project had been built and it was harder to remove components from each other (Boehm & Hansen, 2001).
Anchor point milestones within the spiral methodology are agreements or points made with the customer on certain functionality and requirements that have to be met. The spiral methodology does not overcome the factor that if there are conversations outside of what was agreed as the anchor points, issues still occur as they did with the Waterfall Methodology as they are still sequential in their approach. The spiral lifecycle does not remove assumptions regarding requirements, but splits the development time up into chunks and delivers key chunks first to ensure these are correct before moving ahead with others. The spiral methodology does not overcome the issues of excluding key project team members at certain stages of the lifecycle and at critical stages where key pieces of knowledge may have affected a go-no-go decision.

4.4 Knowledge Loss in Standard Software Lifecycles

Knowledge is generated at the requirements stage with a customer in all projects. No matter what methodology is used, the knowledge is generated at this point. Depending on the methodology, if it is the Waterfall Methodology, spiral methodology or an agile method, requirements need to be passed onto team members in order to develop the required solution. As discussed by Ruhe (2000) if the requirements are passed on through several chains of communication, the risk is higher in terms of knowledge loss.

Tacit and Explicit knowledge exists at all stages of a software project. Knowledge is of a more explicit nature at the initial stages as documentation is signed off by clients and conversations are recorded for referencing purposes in the future. When solutions are developed later and issues are only realised at the later stage, it is a struggle to continuously update a document to ensure the record of the requirements are always at an up to date state.

All project members should be a part of the requirements stage as they are building the actual solution and can ask the questions they need to ask at this stage rather than at the more costly development or testing phase (Grünbacher Briggs 2001).

As you can see below, the “I” icon is a visual representation of the knowledge and the image getting smaller displaying this loss as knowledge as it passes from person to person.
One of the biggest losses of knowledge transfer appears at the development into testing phase. At this point, testers are testing the solution against the original requirements and highlight that the solution does not do what it is supposed to do and has been developed outside the documentation and based on side conversations. Each project team member has a different opinion due to the fact that the tacit knowledge was never made explicit and was not taken on board by all project team members (Grünbacher Briggs 2001).

One of the main issues of knowledge transfer takes place at the initial requirements phase as incomplete requirements are documented due to issues not being captured, hidden client expectations due to assumptions not being articulated and conflicts due to these assumptions not being clarified (Grünbacher Briggs 2001). As highlighted by Grünbacher & Briggs, requirements need to become more of a group process with a list of requirements documented by the customer, and then a series of group discussions regarding constraints issues and priorities.
Figure 4-2 Knowledge Loss in the Waterfall Lifecycle

The type of knowledge lost is the knowledge regarding customer requirements and not knowledge such as the practical knowing of how to do something.

Knowledge Loss at the testing Phase and Implementation Phase
As a software project progresses from requirements through to development especially in traditional software lifecycles such as the waterfall lifecycle, the solution gets limited exposure to client interaction. As the client starts to test the solution, it is then that requirements change and become altered to what was originally agreed. It is always a challenge to represent a solution from high-level requirements without creating some type of prototype first. As discussed by Osbery et al (n.d) in a survey carried out in 1996, it was highlighted by 71% that keeping a track of changing requirements was one of the biggest issues in terms of requirements capture.
At the testing and maintenance phases of the software project, customer requirements are continually changing and deviating from what was originally discussed. For users outside of the project team or for those inside the project team who were not involved in the original requirements, it is hard to know what was agreed if the requirements at all stages are not clearly documented. Even if an environment was created where normal non-client facing team members were allowed to interact with the client, a tool or environment would need to be generated so all interaction of both a tacit and non-tacit nature could be recorded and visible to all team members.

Knowledge regarding customer requirements becomes more haphazard once a design document has been signed off by a customer. Project Managers don’t see the need to document any changes outside of what was agreed at earlier stages, as there are documents to refer back to on what was agreed. What is not considered is the longer-term maintenance of the product. The opinion could be that, after the solution is delivered, the product is signed off and it is no longer the team’s responsibility. Rarely from a maintenance perspective are documents referenced and updated. Issues are discussed at the time and decisions made without real consultation of the original requirements or confirmation from original team members (Batista Dias et al. 2003).

In order to ensure that knowledge is passed through the software lifecycle, requirements need to be kept track of at all stages and not just at the actual requirements capture stage itself. In most software projects, the requirements documents are the basis for referral in later stages of the lifecycle or post go live of the project. There needs to be the realisation that requirements clarification does not stop at the actual requirements stage and that requirements form and change when the customer uses the system with real life business scenarios (Osberg et al n.d).

In terms of knowledge transfer, it is easy to review knowledge that has been documented in a design document and absorb and translate this knowledge into a solution. The challenge lies is at the user acceptance testing phase and maintenance phase where requirements are not stagnant, as suggested in older lifecycles models such as the waterfall model. There needs to be backward and forward traceability in terms of new requirements. New requirements need to ensure that they fit in with what has already been documented and developed (Orelena & Gotel n.d).
There needs to be a tool or process to manage the every changing knowledge within a software project. The biggest challenge appears at the user acceptance testing and maintenance phases. In older methodologies, the focus was largely on the process rather than the quality of the solution. One of the principles of agile development was to steer the focus away from the process and concentrate more on the customers needs.

As highlighted by Osberg et al, requirements traceability is critical to the success of a software project. There exist tools to track actual changes and give these changes priority and weight in comparison to the existing requirements. This tool is an improvement on change control management via documentation but does not cater or allow for the capture of the tacit knowledge associated with the change. There needs to be a process and a tool to manage the customer requirements from the start of the project and throughout the software life.

4.5 Methodologies to assist Knowledge transfer in a software project

Agile methodologies try to instil a faster time to client with small iterations and quicker customer use than previous methodologies. More bugs may be presented at the earlier stages as the software may not have had as much time in user acceptance testing, but if issues are reviewed by the customer at this stage, the cost is less than at a later stage (Paetsch 2001).

Agile methods are sometimes referred to as light in weight. Agile methods do not try to remove the methodologies such as the standard Waterfall Methodology but try to streamline these methods. As a result of this streamlining of methods, the focus is pushed more towards the people; end users rather then the actual processes themselves. A large focus of the standard methodologies is the documentation and getting customers to sign off on this documentation. In agile methods, the focus is more on a quality, working piece of software than getting the documentation right.

The main focus of agile methods is being more prepared if risks are realised. It is easier in an agile environment to make changes if there are misinterpretations about requirements as the customer is involved from the early stage throughout all stages.
Loss of requirements seems to occur and be realised as the customer spends more time with the solution and realises that their business need was not fully understood. Changes are required at the testing and live stage and are implemented by developers. If these developers were not a member of the original project team, it is hard to pass on the experience of the original project without working closely with the person who originally developed the solution. Agile methods seek to pass on the experience rather than enforce processes for each phase. Cockburn once highlighted that software development was like a cooperative game of invention and communication – with the keywords being “cooperative” and “communication”. As highlighted by Cockburn (2000) agile methods seek to involve the client and the developer at all stages to directly communicate what is required.

### 4.5.1 Extreme Programming

Extreme Programming is based on the values of simplicity, communication, feedback and courage. Extreme Programming was brought about due to the issues relating to long development cycles relating to the standard iterative software lifecycles. Extreme Programming did not introduce anything new in terms of process but uses common sense principles. There are 5 stages used, which involve mocking up requirements into stories and continuous customer interactions until these stories are clarified.

The first phase of the XP process is called the Exploration Phase. This is where the customer highlights several stories, which eventually turn into functionality of the system. The second phase of the XP process is where these stories are estimated by the developers and prioritised by the client in the planning phase. The first release is scheduled at this point. What is different to standard processes is that there is not just one release to the customer when all of the stories are put together. There are several iterations until the requirements are correct, and then there is one release to the customer with all requirements. The death phase is where storyboards are not used anymore as the customer requirements are clarified (Abrahamsson et al 2002). Different roles and responsibilities are defined which include the customer, a tracker, a developer and so forth. The tracker is an important role as they keep a track of what the developer estimated for the customer stories.
4.5.2 SCRUM

Another Agile methodology frequently used is called SCRUM. SCRUM comes from the principle of people scrumming together and passing the ball back down the line, similar to a rugby game. In a software project this can be attributed to users continually coming together with ideas and the responsibility being passed around the team (Schwaber & Beedle 2002).

Within the SCRUM methodology, what is called a backlog list is developed, which is a list of features required in the new system. The system is developed on what is called a black box to see what types of issues arise out of the requirements documented. The next phase consists of what are called SPRINTS. SPRINTS are similar to the phases of the standard software lifecycle in that it has requirements, design, development and testing. The Scrum methodology tries to achieve as with XP Programming is the realization of uncovering of risk at the early stages (Abrahamsson et al 2002).

Both SCRUM and XP try to overcome the staged phased approach seen in the earlier methodologies such as the waterfall methodology. These new agile methods try and remove the communication gaps between the client and the team members. These agile methods realise that requirements gathering does not just happen as a first stage in a software project but happens on an ongoing basis.

4.6 Conclusion

The main issues regarding knowledge loss in a software project is where requirements are discussed and lost and not fed back to the developer who is developing the solution. This happens when face-to-face conversations are not documented or made explicit or discussed with the project team. With a standard Waterfall Methodology a business analyst gathers requirements, which are passed onto the solution architect to design and then this knowledge eventually comes to a developer to develop.

As the developer is so far down the chain in terms of communication, items may have been lost or morphed depending on how many loops of communication the knowledge has come through. The largest knowledge loss only appears evident at the testing stage or even the maintenance phase when the customer realises requirements have been missed.
Agile methods do not try to achieve an introduction of a new technical process but a lighter way of managing the project so the solution is in line with the requirement. Taking both the XP and the SCRUM methods, similar traits are outlined in both methods, which are prioritizing requirements, and customer involvement to reduce risk.

Tacit conversations are still a part of both methods, with the focus taking place more so on the communication rather than the documentation. This communication style averts risk in terms of requirements getting lost when side conversations are had between the Project Manager and the client and never brought to the team’s attention. Requirements conversations become before tacit when the customer has seen the solution and realise that items need to change. The challenge at this point is to ensure these requirements conversations are recorded so there is traceability of requirements moving forward. It is a challenge for a team member to come on board if the only form of requirements documentation is an out of date requirements document. Agile methods try to get the requirements right at the start by allowing team members to work directly with the client.

If an agile method was used with a software project, it would have to be very clearly managed in terms of scope and cost. Documentation and reference points such as the backlog list mentioned in the SCRUM methodology would have to be used to avoid scope creep. In order for the knowledge in this type of methodology to be reused for others outside of the Project team, a place for storage of this communication between client and vendor would have to be created. Even though all team members have a closer communication process and are aware of changes, there still needs to be a communication tool to record all project data so others outside of the project team could gain benefit and assist in the project without having little knowledge of what was going on in the project itself.

In Chapter 5, knowledge transfer tools are discussed and reviewed in terms of their collaborative nature and how these tools effectively distribute project knowledge to those outside of the project team.
5 KNOWLEDGE TRANSFER TOOLS

5.1 Introduction
As highlighted by Hunter (2002) classification is a grouping together of like things according to common qualities or characteristics. Items are grouped together so that when they are needed at a later date, all of the information is in one place. As discussed by Hunter (2002) there would be no need for classification if things were never going to be retrieved again. Without a common understanding of a meaning of similar items, there may be many groups of things that are the same but called something different. This chapter investigates the technology available to manage the classification of knowledge.

This chapter will discuss the Wiki technology in terms of a tool to manage the ongoing support for the sharing of tacit and explicit knowing for a project on an ongoing basis. Issues regarding a Wiki as a knowledge management tool will be highlighted and discussed.

5.2 Social Software
Social Software provides foundation for conversations and collaboration allowing for knowledge creation, sharing and publication and creating avenues to expert opinions worldwide (Avram 2006).

Examples of such social software are Wiki, blogs and forums. These tools allow for the communication and collaboration on the knowledge that is ever-changing and that can be captured, added and discussed throughout the whole software project lifecycle.

Social Software technologies seek to be the housing for the spiral of knowledge, where older technologies such as shared folders, content management systems did not have the collaborative, sharing capabilities. Social Software seeks to manage this previously undocumented tacit knowledge and feed this into existing explicit knowledge, adding value and depth to lesser quality knowledge. It seeks to be the facilitator of the spiral of knowledge by forming the bridge between the tacit and explicit knowledge and the regeneration of this knowledge back into the spiral.
In this chapter, investigation into certain social software technologies focusing mainly on Wiki technology is carried out. This chapter will provide an overview of this technology in terms of its capabilities for sharing knowledge. Several types of Wiki technology will be reviewed along with the features of each technology. Certain functionality within Wikis will be reviewed in terms of its ability to deal with tacit knowledge within a software project. Issues with Wiki technology in terms of the human difficulties such as resistance and usability will be discussed. Ways to overcome these difficulties will be addressed during this chapter also.

5.3 Wiki Overview

A Wiki is a website that allows anyone to create, edit and delete content from its pages. A Wiki allows communication and collaboration on certain subjects and allows for the fine-tuning of knowledge by its users over a period of time. Wikipedia is a free, multilingual encyclopedia project supported by the non-profit Foundation, Wikipedia. There are 12 million Wiki articles (May 2009) written collaboratively by users all over the world. Wiki articles are articles regarding a certain subject that have been refined over time by the Wikipedia users. There are many Wiki technologies available to users to adapt to their own requirements. Most Wiki technologies are open source. Examples of companies that use Wikis as part of their core business and company intranet are Yahoo and Nokia (Theony 2005).

There are various add-on features and customisations available to download to add to your existing Wiki. Wiki technology is similar to any website, in that you need to set up a backend database, an application server and sometimes there is a requirement to install a scripting language, such as PHP.

Wiki technology focus is ease of use from a user’s perspective. Users do not need to have prior web development experience and can easily contribute to their website with little or no assistance from a technical person. WIKI is a Hawaiian word that means “quick” or “fast”. Wiki also translates as “What I know is.” Wikis were originally introduced by Wikipedia in 1994.

---

5 A wiki is a collection of web pages created and edited by any user that has access to the internet. A wiki page is edited by adding text to a page for review and possible further editing by other users. A wiki was first introduced by Wikipedia in 1994.
created for the sharing of what we know. As the name suggests, Wikis are the quick way of sharing this tacit knowledge that reside with individuals into an explicit format (Ruman 2006).

Leuf and Cunningham (2001) define a Wiki as a *freely expandable collection of interlinked Web pages, a hypertext system for storing and modifying information*. Wagner (2004) highlighted that *knowledge is the blood of your company* and a Wiki is a means of holding onto that essential life of your company. In the software industry, knowledge is core to generating revenue. In a software development company, time is spent developing code for a specific purpose for a specific customer or many customers, depending on your business. If you have someone or something that can reduce the time on producing a product, it results in lower resource cost and increased revenue. Imagine if this knowledge and expertise could be passed onto others without the years of experience. This is the goal of a Wiki, to harness knowledge regarding a particular subject in one place for re-use by others, reducing time spent trying to do similar tasks without the knowledge that could have been gained from another.

Investigation into the possibilities of extracting knowledge and classifying knowledge through many different media such as email and instant messaging has been carried out but there is still not one place to find all answers to questions posed in the software project. There are many tools out there that manage information and knowledge but one of the most user friendly and capable knowledge management tools is the Wiki.

The first Wiki system, WikiWikiWeb, was created by Ward Cunningham in 1995, so it is relatively new in terms of use and feedback (Brännström & Mårtenson 2006).

A Wiki differs from a normal content management system in that it takes the responsibility from a data entry person or a web developer and gives this control back to its users. A Wiki is like a collaborative website allowing anyone to change, update and delete content. A Wiki has the functionality to undo incorrect updates or deletes allowing the open environment to work without large supervision. In terms of credibility of information and in terms of scalability there is no control, unless constantly monitored (Brännström & Mårtenson 2006).
It is hoped that people do not distribute incorrect information on a Wiki as, if the system is in use, users will see incorrect information and it will be corrected and refined. Sometimes people are afraid to contribute at all and do not want to be seen as making a mistake and so they will normally check information first.

One could look at a Wiki and state that security is an issue. However, if there are issues with the information uploaded, someone can correct this (Brännström & Mårtenson 2006). A study was completed comparing Wikipedia and Britannica and only 8 serious errors were reported from the comparison of both systems. Errors were not just reported on the Wikipedia side with 4 errors being proved on both sides (Giles 2005). There are always going to be issues regarding quality, but there are ways to highlight or rate the information and give it a certain level of scoring. Ratings of quality can be restricted to only knowledgeable people in that field.

Start with some seeds and watch it grow, and the Wiki will become moderated by its users’ community, respect and trust the users, leave them anonymous in order to avoid ego problems, good things happen when you trust (Buffa n.d). The entire principle for which Wikis were created and developed is based on trust of its users. A small percentage of internet users want to actually harm or remove information from a website but this may only be a small amount. If users are given more freedom to contribute what they want to share, they should feel more inclined to contribute than if work has to be redirected to management or approved (Cunningham 2001).

5.4 Wiki Products

Looking at companies such as Yahoo, Nokia and Disney and their implementation of Wikis, one has to realise that Wikis are not just for small sized companies requiring cheap open source software.

There are hundreds of Wiki tools available, a large percentage being open source.

The scope of the research is to allow for the transfer of tacit knowledge to a place that could be used by other users within and outside of the project team.

The Wiki tool required for this research needed to be open source as there was no budget assigned to this project for Company E-Learn.

The Wiki had to allow sharing between multiple users; it had to allow for collaboration of multiple documents at the same time. Functionality needed to include ways to
convert tacit knowledge into explicit either by integration with existing communication tools or management of the communication itself.

A list of tool requirements were set out below and, based on the amount of requirements that were met, a tool was selected.

Based on reviews from the internet and opinions from fellow Wiki enthusiasts, the following 3 technologies were reviewed.

<table>
<thead>
<tr>
<th>Tool Requirements</th>
<th>TiWiki 4.3.0</th>
<th>MediaWiki 1.14.0</th>
<th>PMWiki 2.2.1</th>
</tr>
</thead>
<tbody>
<tr>
<td>Open Source</td>
<td>Yes</td>
<td>Yes</td>
<td>Yes</td>
</tr>
<tr>
<td>Multiple User Collaboration</td>
<td>WYSIWYG Editing</td>
<td>WYSIWYG Editing</td>
<td>WYSIWYG Editing</td>
</tr>
<tr>
<td>Revision History</td>
<td>Yes</td>
<td>Yes</td>
<td>Yes</td>
</tr>
<tr>
<td>Discussion Capabilities</td>
<td>Yes</td>
<td>Yes</td>
<td>Yes</td>
</tr>
<tr>
<td>Easy to Download</td>
<td>No</td>
<td>Already Installed</td>
<td>No</td>
</tr>
<tr>
<td>Support</td>
<td>Open Source Support from users</td>
<td>Open Source Support from users</td>
<td>Open Source Support from users</td>
</tr>
<tr>
<td>Email Functionality</td>
<td>WebNotify</td>
<td>Watch Functionality</td>
<td>Email Notification</td>
</tr>
<tr>
<td>Categorisation</td>
<td>Webs (Groups of Pages)</td>
<td>Links/Categories</td>
<td>Categories</td>
</tr>
<tr>
<td>License</td>
<td>General Public License</td>
<td>General Public License</td>
<td>General Public License</td>
</tr>
<tr>
<td>Searching</td>
<td>Full Search</td>
<td>Full Search</td>
<td>Full Search</td>
</tr>
</tbody>
</table>

Table 5-1 Wiki Tool Comparison

TWiki is an open source Wiki that allows for easy edit and creation of content on the internet. TWiki has powered large organisations such as Yahoo, Nokia and Oracle. TWiki, MediaWiki and PMWiki all provided the features that were required to effectively transfer knowledge from one person to another on a regular basis.

MediaWiki was chosen as the tool of choice as it was already installed in the company. Time was spent trying to install the Wiki technology and it proved a challenge to set up the database, install PHP and set up a web server for someone who was not largely
technical. As the focus of the time was not on the installation of a Wiki, but about knowledge transfer in a Wiki, it was decided to use the current Wiki architecture that was already in the company.

5.5 Functionality of a Wiki

Wikis allow the ability of expression to highlight when someone is not right and it allows independent authors to share opinions and reconfirm rather than relying on someone’s word. They allow the expression of this undocumented tacit knowledge to be merged with this explicit knowledge.

There are many scenarios from which the Wiki can obtain its knowledge, classified or unclassified from email, instant messaging, and upload of documentation of thoughts coming straight from a users head. Users can email a Wiki directly and an article is created based on what is after the @ sign. No matter where the knowledge has come from, it will never come from one place or one person and it will never all come together to form one concept. Due to Wikipedia open source nature, in that all users from everyone type of background can contribute, it does not discriminate against anyone in terms of cost or usage rights. It allows contributions of opinion and facts from all of the world’s internet users (Kitter et al, 2007).

5.5.1 Articles

Wiki articles are created with simple options such as “create page”. In Wiki technology, a large text area is presented to the user where they can simply type as much text as they like without need to submit this text to a webmaster (Stvilia et al 2005).

Figure 5-1 How to Create a Wiki Page

Wikis do allow certain types of formatting such as creating table of contents and text formatting through a type of WYSIWYG editor. A WYSIWYG editor is an editor that
allows non-technical users to format text on a webpage without any coding background. WYSIWYG stands for “what you see is what you get.”

Once pages are created, there is an ability to link to other pages using a linking option in the WYSIWYG editor. The goal of creating links within Wikipedia is to allow different concepts to be linked together in order to try to overcome the duplication of the same topic on several occasions. As Wikis save both opinion and fact, articles are designed to be easily manipulated and corrected so that they improve in quality over time (Stvilia et al 2005). As highlighted below, a clear indication of revision history allows users to continually change articles over time.

Figure 5-2 Revision History - Wikipedia

There are also different levels of articles in terms of quality within Wikipedia. A featured article is an article that is of the highest quality according to users. A clean up article is an article that is not entirely correct and requires work and a normal article is an article with an average amount of correct information in it (Zeng n.d).

5.5.2 Categories and Linking

There is functionality within the Wiki technology called categories. This allows users to classify and link pages to certain categories. It allows for easier searching in the future as it groups pages based on a certain category with which they are associated. Categories within Wiki technology seek to address the previously discussed topic of classification of tacit knowledge.

These categories do not cater for a different meaning for the same categories and the linking of these categories together to form an overall concept. As discussed later, an extension to the out-of-the-box Wikis, called Semantic Wiki, tried to overcome this
issue (Buffa 2006). As highlighted by Decker (2007) there is also the functionality called Text-Cast, which lets users add text, highlighting that the page belongs to a certain category using several pages at once. This allows ease of use from a user’s point of view in that it reduces the labour-heavy tasks relating to Semantic Wikis, as discussed later.

5.5.3 Searching

There is certain search features available within a Wiki that allow users to search based on key words. In order to facilitate better searching, pages should be associated with different categories. One feature, which is not at the technical searching level of a tool such as Google, is Wikipedias search capabilities. There are no “did you mean” or spell checker facilities which would greatly improve the search features of a Wiki.

5.5.4 Discussion Forums/Talk Pages

Wikis have features such as discussion forums or “talk pages”, as they are called, that allow for the discussion of a topic. These pages are to discuss current articles and remove the one-to-one conversations originally had with the author.

Through the use of easy uploading of content, categorisation of content, searching and discussion of content, knowledge becomes refined over time. Through the combination of revisions and discussion regarding articles, inaccurate information is corrected and refined over time. Please see below where articles are discussed and updated, similar to the spiral of knowledge, where tacit knowledge is translated to explicit and tacit to tacit again. With a Wiki there is a record of this tacit knowledge.
5.6 Advanced Functionality of Wikis

The first step is to overcome the issue of extracting tacit knowledge and getting this knowledge into a place of sharing and collaboration and sorting this knowledge into a category.

The scope of our issue is to try to sort and classify the tacit knowledge within a software project into sort-able pieces of knowledge for later use and update. Article validation within a Wiki is an impressive way to increase the quality of knowledge over time. It is hard to say that real value from knowledge can be obtained without ensuring that a knowledgeable person has reviewed users’ contributions to verify their work. Article validation within a Wiki allows for what are called Editors and Reviewers to rate and make revisions of articles based on their level of content. It allows users to give feedback and this feedback in turn contributes to the learning process for all, as the original contributor gets to learn from someone else correcting their work. In most scenarios, it is not the intent to post incorrect information but to share views and possibly incomplete knowledge with others. This is what makes Wiki technology so useful and successful compared to a standard WebPages. Users are informed of when they are incorrect with their information and can learn from their mistakes. The intention of a Wiki is to collaborate as a large group of people, compared to a website where one user pushes information and the other user pulls.
5.6.1 Wiki Mind Maps

Mind maps originally served the purpose of letting people visually represent what they were thinking with a series of visual pictures. By displaying these pictures, linkages were formed on paper and sub-concepts were formed. It also was a means to provide fun, interactive and collaborative brainstorming.

There is currently an extension to the technology MediaWiki that allows users to add their content with a mind map, showing the overall concept of the subject in a mind map format. It is proposed by Eric Larcher. It is based on the tools from www.Wikimindmap.org.

It takes an existing Wiki, asks the user to enter a search word and returns a mind map of all concepts of the word in the Wiki. This type of technology makes learning easy and also displays the relevant knowledge without extensive searching. This technology is currently still under review and there are no real life examples of its success to date. When you choose to click on a topic, it will bring you to the Wiki page in question.

Figure 5-4 Wiki MindMap.org

5.6.2 Document Templates

One of the main things that deter users from using Wikis is the complexity of adding tags within Wikis and asking users to categorize the text. It may be as simple as

6 A wiki Mindmap is a visual representation of common topics on a wiki webpage displayed as a map of interrelated categories to easily search and find information.
creating a template for a user in each subsection of your Wiki, where users can fill in these missing pieces and fill out the actual text, rather than the formal Wiki text.

This template could contain tags that need to be filled in by the user, put clearly explain what the user has to do. Decker et al, (2007) highlight simple text as a requirements gathering technique that lets the users concentrate on the actual input and sharing of issues rather than the technology itself.

Simple items such as naming conventions for sections and documents allow items to be easily retrieved. These principles are nothing new for a Wiki but do encourage users to share and search if the process becomes seamless for them.

5.7 People Issues

The internet originally allowed for only technical people to add information to the internet. Being knowledgeable does not necessarily mean you are technical and a Wiki allows knowledgeable users to add content without any technical training (Buffa n.d).

If the types of users of the internet and Wikis are reviewed two types of users are identified: novice un-knowledgeable users and knowledgeable users of the context in question.

Social software promotes a group atmosphere where knowledge is shared and users feel rewarded when they contribute. This is the case in some scenarios but most users of the Internet are pullers of information rather than pushers. People in general don’t have time to sit around and contemplate what they know and want to share with others. In order to receive, one has to give and in order for the World Wide Web or even for a Wiki to succeed, someone and everyone at some point decided to share (Reinhart 2005).

It is why the success of Wikis from a global internet perspective is particularly strange. In the Wikipedia example, there is no goal from a commercial perspective for its users to share knowledge.
Companies invest in knowledge management tools to retain valuable organisational knowledge in order to decrease retraining costs or to decrease costs from a service point of view as the required knowledge is readily available. Knowledge management from an organisational point of view is moving towards innovation, and capitalising on its knowledge rather than seeing it as just another initiative or application (Reinhart 2005).

Larry Prusak, executive director, IBM Corp.'s Institute for Knowledge Management said *in the past that the promise of knowledge as the origin of sustained competitive advantage encourages corporations to examine their current processes and implement knowledge capturing initiatives* (Reinhart 2005).

Wikipedia is exceptional as it removes the need for a large amount of administration staff to look after it as it looks after itself. There is the opinion in some organisations that a knowledge management initiative is only a success if it is supported by management, owned by a knowledge manager and communicated to all its users. Without a Wikipedia representative coming into every person’s home telling them how to use Wikipedia, shows the benefits, how and why was it such a success? Really the answer is its simplicity. Its success is similar to why Google achieved such success. If you ask Google a question with a word in it, one of the first results is Wikipedia with a definition of what it is. It is such a success as it is akin to reading a book and finding what page you are on through the use of a table of contents. The knowledge and information stored within a Wiki gets better because users want to know more and see how easy it is to share with users.

A Wiki removes the hierarchy of authority from the knowledge transferral process. Users may attempt to exert authority by hoarding the knowledge. If users are not rewarded for their contributions, it may lead to potential hoarding of knowledge in the future.

**5.8 Wiki and Knowledge Transfer**

There exists a real challenge to capture tacit knowledge, unless there is constant recording, monitoring by video cameras and streaming into a Wiki. Knowledge has the potential to become redundant if it is not kept up to date. Tacit knowledge, the know-
how, is often hidden in the practical procedures or thoughts of individuals (Reinhart 2005).

Nelson & Cooprider (2001) highlighted that users only share when they trust someone, so it important that a sharing environment is created and that the knowledge is communicated effectively.

According to Nonaka and Takeuchi (1995), and as highlighted within the spiral of knowledge, the process of changing tacit to explicit knowledge begins with first socialising internal knowledge; then creating new knowledge by merging it with what already exists and then creating more new knowledge by sharing it with others. As highlighted in the spiral of knowledge, most of the knowledge shared reused and passed on is in a tacit form (Reinhart 2005). The challenge within any knowledge management tool is not the refining of explicit knowledge but the converting of the tacit knowledge gained at the extremely beneficial socialisation process to a knowledgeable explicit format.

Maybe knowledge management systems will become so advanced that they won’t need humans in the future to manage the knowledge that is inputted and ensure that, when it is used by someone else, it is still as valuable as when it went in and still in the context of what it was meant. There may be techniques and tools out there that can contextualise what a human being intended to mean and interpret that without significant interaction from a human.

The components of a successful knowledge management system consist of people getting the requirements correct, the people using it and gaining value from it. If the assumption is made that the requirements for the system are gathered correctly, and implemented as per the design, can one assume after this point the tool is self managing?

5.8.1 Semantic Wikis

Without a technology to comprehend a context of a subject, users will have to find a tagging system that will result in easy grouping of data based on a tag or labelling of information. A new extension of Wiki allows users to add meaning using tags so chunks of information do not sit out in isolation. A Semantic Wiki tries to form
relationships with information and form webs of concepts rather than islands of information. Although the concept would work if all users followed the rules, adding semantic annotations to information pieces requires effort. Users will only make this effort if they benefit from it (Eyal Oren n.d).

The overall issue of the problem being reviewed as part of the case study is creating usable Wiki articles from an abundance of tacit knowledge so that is easily transferred to users inside and outside of the project team. Wikis have grown in popularity because of their ease of use and abundance of information, but this popularity has also led to a bigger issue. With all of the information available and all of the people using it, it gives back to one of the main crises of knowledge management which is duplication of information and bad data due to naming conventions of data. Semantic Wikis try to annotate content so that is represented easily and simply navigated through.

Without adding meaning to the context of the article, there is no way to say that the same article with the same information is hidden within the same Wiki. In order for a Wiki to be beneficial, the information needs to be searchable and reusable.

5.8.2 Annotations

Annotations are termed as “data about data”. Annotations are the categorisation of information and summary of its subject (Oren & Del n.d).

Annotations define content by using what is termed as a predicate and object. For example, capital city and Dublin would be the predicate and object in this scenario as Dublin is the capital city of Ireland. In order for Semantic Wikis to work, the descriptions of the content on each page have to be linked to the descriptions on another page to provide an overall context of a subject.

In a Wiki, you are either searching for knowledge you know you want or you are brought to knowledge you would never of thought of without the suggestion of linking

7 A Semantic WIKI is WIKI that adds content and meaning to categories created within the Wiki. Semantic wikis try and classify and group information so that topics can be linked, and duplication is avoided.
from the existing search. The issues of context in terms of what you detail in your annotation will never change. In terms of the amount of detail, you can add to a general body of knowledge and the way it is returned has advanced with the use of semantic technology.

5.8.3 Predictive Annotations

Depending on the type of Semantic Wiki procured, some Wikis have the functionality to provide extensive meaning to the definition of the knowledge entered in the Wiki. As highlighted, one of the challenges of semantic technology is to get users to add context to their content with little technical experience and extra steps compared to what they are used to. An auto completion feature suggests alternatives and explanations that have already been entered for existing text entered by the Wiki users. This avoids creation of similar ontology’s within the same Wiki, and also creates a sense of ease for the Wiki users. Once users see and realise the benefit of this auto completion functionality in terms of retrieval of information at a later stage, they will be encouraged to use this feature.

5.8.4 Knowledge Wikis

Knowledge Wikis have two ways to retrieve knowledge; either by normal browsing of pages and standard retrieval of information or by an interactive menu which guides a user through the system via a type of question and answer style of communication through window pane navigation. This is called “in–place answers”.

As a result of a series of questions, tags are created in the navigation panes, which describe the content of the subject’s concepts. The window on the right shows the edit pane of a topic, which implements a decision table. Through the use of an easy to use interface, users can quickly add context and link to other pieces of context with ease.

8 Knowledge Wiki is a Wiki that tries to build on the standard wiki by adding more content and context to the information on the Wiki. This type of Wiki asks the end users a list of questions and as users add content and answer questions over time, categories of knowledge are created based on the answers to these questions and past answers by other users.
Through the use of WYSIWYG editors, the process of users needing prior information of web authoring tools is eliminated and with the use of questions posed regarding the content, the actual context is refined down to a cleaner format.  

An addition to WYSIWYG editors is the ability to categorize Wiki pages on creation of an email. How this is implemented is quite simple; every time a user wants to add some piece of new knowledge to the Wiki, they do not have to leave the email package. Depending on the information after the @ sign in an email address, a user can create a new entry to a page. The page name will relate to whatever is after the @ sign in the email address.

Sometimes it is as simple as too many clicks to actually do something. If we click a link on a web site that leads to another website, to another website we normally forget the reason we were on the first website. This advancement in technology allows for easy submission of knowledge to a Wiki and allows the Wiki classify the knowledge for you. It may not always be a success in terms of the classification of the knowledge but it does make sure people contribute.

If the knowledge sharing process can be integrated as part of an employee’s work process it will take one of the road blocks out of the knowledge sharing process (Hunter 2002).

A lot of functionality with search engines such as Google has been provided to us and, as a result, our expectations in terms of information retrieval are extremely high. Google provides the most relevant in terms of what it thinks you meant and how many other users thought the same thing in comparison to the basic searching of the wiki.

A Wiki fails in comparison to a search engine of Goggle’s standards is in the actual searching itself. A Wiki is easy to use and it is easy to publish content to. When the filtering out the knowledge is the goal of the wiki is lacking in this area. Without really

\footnote{A WYSIWYG editor stands for what you see is what you get. It is an editor that allows users add text to a webpage with the addition of simple formatting options such as bold, italic and underlined. This editor removes the need for a user to have previous web scripting experience to add information to a webpage.}
integrating the existing tools such as email, and instant messaging it would be a challenge to see how people would use a Wiki as a communicative tool rather than a collaborative tool. Until the searching technology becomes as advanced as a Google search engine, users will not be encouraged to use it.

One barrier that exists for Wikis is that there are many applications existing in the software development world that exist for certain purposes. For example Bugzilla is used in some organisations to track issues relating to software. Valuable knowledge can be gained about pieces of code that can exist on its own but will never be transferred into a Wiki and will probably be lost. If we take an example of a software project, we will probably use many tools to track issues before and after the system goes live.

Semantic Web technologies and tools require considerable technical expertise, and are thus not well suited for users outside the field of computer science. Also, knowledge engineering tools for the Semantic Web are currently mostly single user and do not provide good support for the collaborative creation of formal knowledge. This makes it hard for domain experts and knowledge engineers to work together on knowledge engineering tasks (Schaffert et al 2004).

5.9 **Tag Clouds**

All communication that is text based, and that can be exported in bulk and imported, can be run through what are called tag clouds.\(^\text{10}\) Tag cloud technology is where a visual representation of repeated word is produced with a block of words is fed into the tag cloud (Hayes & Avesani 2007). Tag clouds use a series of algorithms to check for the most frequently used words in a piece of text. The *tag* does not try to understand the word or link it to any type of category but merely highlight its regular use. If the text used in our email and instant message is reviewed, patterns of used terms are

\(^{10}\) A tag cloud is a piece of technology that creates groups of words depending on how many times they are used in a body of text. Tag clouds do not categorise similar words, rather highlight the use of the same word in larger font compared to use of another word that is used less in a smaller font. Tag clouds simply highlight frequency of words through sizing of font.
highlighted and focus can be given to key topics. The technique can be used before and after the transfer of knowledge from one media to another, i.e. when the knowledge management tool is constantly being uploaded to, you can continuously run the tag cloud software to see where the focus of the knowledge is moving to. Media that has a text-based output has the potential to be used with tag cloud software. Tag cloud software highlights the most popular topics but does not sort the actual information for you, it is up to you as the user to then sort the data topics based on your search.

*An inherent problem of human indexing process is the called “inter-indexer inconsistency.* This is where different people use different indexes to tag the same words (Montero & Solana 2006).

This research highlights that with specific changes to the way the logic of the way the tag cloud works, the tag can be programmed to remove unnecessary words, such as “hello” and a person’s name and then only display relevant words. One suggestion is to semantically link words that are similar to each other, therefore avoiding duplication of the same data.

Without the management of the tagging system, i.e. suggestions on tags, how would the users ever know what tags to use, which may result in hundreds of tags, all different meaning the same thing? (Hayes & Avsensi 2007).

Tag clouds are designed to classify similar words together, depending on their occurrences in a piece of text. Tag clouds do not seek to understand contexts of conversations, or come to conclusions of a subject within a conversation. The benefits of tag clouds seek just to group like things, and so instead of manually reading every email or message, a pattern of regular words can be recognised. Difficulties in tag clouds do exist, where different words are used for the same subject. Without semantic understanding, built into the tag cloud software, this type of occurrence cannot be avoided. What tag clouds do not seek to overcome is transferral of knowledge into an explicit format. They only serve the purpose of classifying tacit knowledge that has been made explicit. Tag clouds do try to overcome the issue of unclassified knowledge existing in many different media. They have the possibility to sort text based on manual input of text. Tag clouds do not try to overcome the communication process between email or instant messaging to a central storage area. The link between all
communication tools is still a manual process and, as highlighted, tag clouds only seek to overcome the classification issue at the externalisation stage of the spiral of knowledge.

5.10 Conclusion

Wikis try to overcome the issues discussed, such as the transmittal of all of the tacit knowledge to explicit knowledge. Wikis serve as a media for transmittal and also serve as a place to share and express opinions on tacit knowledge. Wikis are the foundations of the spiral of knowledge as it caters for transfer throughout the spiral. In a software project, Wikis allow for the discussion of new projects, they allow for this discussion to turn into documentation and for further discussion regarding this document.

Although Wikis serve as a media for communication on this tacit knowledge, standard Wikis do not try to understand what is being discussed. Wikis can very easily take in knowledge and store this knowledge, but the real challenge exists between merging old and new knowledge highlighted at the internalisation stage of the spiral of knowledge.

If a Wiki is not supported and sold by management and allocated to a specific resource, both technical and managerial, it is a challenge to keep the system in use and to gain advantage from it. Within the context of any organisation or team there is going to be a varied comprehension of the benefits of the new systems. The ranges of use are varied from a technical knowledge base to a process index of documents. One must not forget that, no matter its intentions of use, users have to see a need for use. When something becomes optional for a user, it needs to be seen as beneficial or else reward needs to be given for the use of the system.

Knowledge in a Wiki should be clear and should stand out. It should not go out of date and it should be easily discussed. It should be as organised as possible. This should not be left to a human to decide but the tool should do this for you. Via the use of a well-programmed document management system with an excellent communicative tool and the people to drive it, there is a higher change of success.

The goal of the collaborative element of a Wiki tool must promote learning.
Within all of the tools available, such as message boards, forums, instant messaging, it is important that the system and knowledge shared is still saved down in a structured format, i.e. that the knowledge stored down is easily retrievable and understandable by someone else, i.e. it is still organised and codified but now explicit rather than tacit.

They key to a successful Wiki is communication, learning, sharing, recognition, ease of use, ease of access to information and up to date consistent information.

In almost every situation, the less time that it takes to do something the more someone will use it. If there are more clicks involved than people are used to, they will not use the system. If people have to contribute to two areas, they will not use the system. Users have to see gain in contributing to the system, such as making an improvement in their day to day jobs, financial gain etc.

The mains issues lie in terms of users and Wikis is the way and what a user contributes to. All users have different techniques and style of working. Everyone has difference personalities. Everyone’s perspectives on something or experiences are different; this is what makes us human beings. Without the use of technologies, such as Artificial Intelligence, a tool will never to able, in my opinion, to interpret what you actually meant to say and what you mean. There will always be a need to introduce a Knowledge Manager to govern its use, contextualize and monitor the content.

The tool should be built is such a way that it manages the organisation of the knowledge but the person needs to make sure everything is in context. The concentration should be placed on the people in terms of use and collaboration rather than the focus being on the complex capabilities of the technology. The tool should be a wide platform with the ability to allow large collaboration across individuals. “We must be systematic, but we should keep our systems open” (Whitehead 1938).
6 RELATED CASE STUDIES

In order to prove existing theories in this research, investigation was completed into recent deployments of Wiki systems, Semantic Wikis and Knowledge Management Wikis. Opinions and lessons learned from previous implementations carried out helped channel thoughts into the approach for the knowledge management project for Company E-learn. This chapter seeks to apply lessons learned from previous implementations to form an approach for Company E-Learn. Each of the case studies was chosen due to the similar characteristics in requirements in terms of knowledge management and the following questions were asked of each case study:

1. What was the scope of their work?
2. What are the results or findings?
3. How could their results help shape my requirements and approach?

6.1 Case Study Review 1

Implementing a small, but scalable knowledge management initiative in a software development team (Higgins 2008).

What was the scope of the work?
Higgins carried out an implementation of a Wiki in a small scale software development team in a financial services company. Higgins addressed the issues of tacit knowledge residing in certain individuals within a software development team without others being aware of the same knowledge and subsequently reinventing the wheel. Higgins highlights the financial repercussions of the failure of knowledge transfer in the context of a software development team. The initiative came about due to the nature of the organisation being a financial services company and that the amount of profit reduction, which sought the reason to cut costs in training, hiring and by promoting reuse in terms of organisational knowledge.

What were the results or findings?
The project was a success due to its small sized approach and constant management from Higgins. A large percentage of the organisation’s knowledge was in a tacit format.
Learning within the organisation was carried out via face to face communication. Higgins highlights the need to promote a knowledge sharing community in order to first get people to socialise and share knowledge and share within communities of practice. Higgins emphasises that knowledge is just information if it has not been put into practice. Higgins highlights that through the use of Wiki technology, communication and collaboration is achieved and users can take tacit knowledge that has been made explicit on the Wiki and put this knowledge into practice.

**How could the results help shape my requirements and approach?**

The results showed that due to the constant involvement and time put into the set-up and constant management of the Wiki, it was a success and managed to effectively share and reuse the organisation’s tacit and explicit knowledge. The same issues which were highlighted in Company E-learn are highlighted by Higgins in terms of trying to save lost tacit knowledge in a software team. Higgins was trying to avoid duplication of tasks, reoccurring issues and, as a result, a loss of time and credibility. The size of the project team and type of business they were working at were similar to that of Company E-Learn. Higgins makes a good point in that knowledge management is not all about the documents that are shared on a Wiki; it’s more about one person talking to another about the topic and gaining benefit for it. The project was a success because Higgins was directly involved and could communicate closely with the team. The project was also a success because there was already a knowledge sharing culture within the organisation, which meant that users wanted to share before the tool was put in place.

Higgins showed through the usage statistics that the Wiki was used for both contributing and receiving of new knowledge. Higgins statistics showed that contributions grew over time. Although Higgins did not clearly indicate what made the Wiki such a success in terms of exact procedures, evidence was proven by Higgins to show that the users did see benefit in sharing and, as a result, uptake on the system grew very quickly.

**6.2 Case Study Review 2**

The process of knowledge transfer, a diachronic analysis of stickiness (Szulanski1999).
What was the scope of their work?
This research refers to knowledge transfer as stickiness and examines an example of knowledge transfer within a cycle of product development in an electronic company. As a result of this research completed, a model of knowledge transfer has been proposed. This case study highlights that the knowledge transfer process is a 2-way relationship, especially in a tacit to tacit environment. Depending on the media that is accepting the knowledge, this may be unable to absorb or soak in the transferred knowledge. Depending on the media, the knowledge may appear as a different pattern in someone’s head, and not in the way that it was meant.

As Szulanski highlights, *lack of motivation may result in foot dragging, passivity, feigned acceptance, hidden sabotage, or outright rejection in the implementation and use of new knowledge.*

Success may only be obtained through what is termed value-setting or providing incentives to share. The principle of learning by doing is discussed; in terms of you will never really learn something until you put this into practice, highlights that you have to convert this explicit knowledge to tacit knowledge before really saying you are knowledgeable about the subject.

What were the results or findings?
Questionnaires were filled out by companies who took part in a knowledge transfer exercise. In all case studies undertaken, knowledge got to what was called the implementation stage of the 4-stage knowledge transfer process, highlighting no real issues in the transfer process. There was evidence of less stickiness of knowledge for those who had previous experience on a subject, resulting in some way of rejection of the new knowledge. Results showed that people learn when they were not interrupted or the knowledge transfer is not interrupted. Knowledge transfer needs to be treated with the time and management of a real software project.

How could their results help shape my requirements and approach?
This research showed that each stage of the spiral of knowledge needs to be broken down into its own process or stage. The focus of this paper was on knowledge transfer and subsequently this was broken down into a 4 step stage. Knowledge transfer seemed to succeed when time and communication was dedicated to the process. Ownership from both sides needed to be taken in the process and when issues occurred; they were
addressed at the time and were not put off or swept under the carpet. In this case study, knowledge transfer is not an easy process and the relationship between the giver and the receiver needs to be addressed before the process starts. As highlighted previously, knowledge transfer is about the seller and the buyer and the media and motivation between both parties.

6.3 Case Study Review 3

Improving software Quality by reusing knowledge and experience (Basili & Calderia 1995).

What was the scope of the work?
Quality is improved in the software development lifecycle by reusing components of knowledge and actual software that has already been developed. There is a known advantage of companies reusing personal experiences but this could be extended to reusing components of software. A Software engineering lab was set up in NASA and dedicated to reuse from a software and organisation knowledge perspective. Results were that cost was increased at the start of the reuse lab but decreased at the development stage. It was found that there was 30% reuse across projects in terms of software reuse.

What were the results of the findings?
Results showed that existing processes could be changed in terms of management and reuse of organisational knowledge. The SEL project managed to change and instill new processes in terms of knowledge reuse. Effort was needed, which meant increased cost at the start of the project but rewards was gained over time. By repeating success stories already experienced, they were able to install quality into products and services.

How could their results help shape my requirements and approach?

SEL (Software Engineering Laboratory) was a laboratory set up in 1976 at NASA by the Department of Computer Science in Maryland University, NASA and the Computer Sciences Corporation. It was set up to improve software development process in an organisation, Flight Dynamics Division.
From this case study, it was highlighted that it is possible to re-use what already exists in terms of knowledge. There needs to be dedicated time and effort and a project set up especially for this purpose. A lot of organisations cut knowledge management initiatives as they do not feel immediate reward for the input investigated. It is important to note that return on investment in knowledge management projects takes time.

The core problem within this research was not about transfer of tacit knowledge to users outside a project team but of reuse in terms of software and actual organisational knowledge. It highlighted the fact that, although there could be return on investment over a period of time, it is hard to prove quick wins and cost reductions until several implementations of similar projects have occurred. The same applies to knowledge reuse in a knowledge management project, as in it is a challenge to highlight quantitative measures of success at the start of the project as most rewards can not be measured until the end of a project. It is hard to put a price on positive results, such as employee satisfaction and speed in terms of tasks.

6.4 Case Study Review 4

A synthesised knowledge mapping framework to embed a KM strategy using topic maps and Wikis: the Tao of Wiki (McMahon 2008).

What was the scope of their work?
McMahon looked at implementing a knowledge management strategy in BIM (Board Iascaigh Mhara) that tried to provide an overall company overview of the organisations knowledge. McMahon highlighted that it was easier for the human brain to remember a visual representation of something rather than a block of text. McMahon’s approach was to use topic maps as a representation of the company’s knowledge but, after some investigation into this technology and the knowledge within the company, it was realised it was too large a task to translate the company’s knowledge into topic maps within the time of the project. A company Wiki was then taken on board as the Wiki chosen satisfied a large amount of the knowledge requirements but did not visually represent the knowledge within the organisation.
What were the results or findings of the case study?
McMahon was concerned not just about showing a visual representation of where knowledge lay but how knowledge related to each other.
One of the main issues regarding McMahon’s findings was that users were more concerned with how the Wiki looked and how aesthetically pleasing it was. Users liked the ease of use of the Wiki but had concerns about ownership of documentation.
One important point that McMahon highlighted was the issue of users "putting themselves out there". There needed to be encouragement and communication that it was ok if information was wrong as it can be easily changed in the future. Although users did share their own tacit knowledge, users liked to keep their own documentation and did not like their powers being taken away.

How could their results help shape my requirements and approach?
McMahon makes an excellent point that knowledge management projects are constantly being treated like software development projects in that, there is a quick review of the requirements, rushed into development and then delivered. McMahon highlights the most important parts of a knowledge management project is the cultural awareness and the explanation of the benefits of what knowledge management can do for your role.

McMahon makes an important point of defining a framework within your Wiki so that you are not back to the start in terms of sorting your knowledge once users have spent time contributing to it. Unfortunately because we have moved so fast, if we don’t find something quick enough we tend to move on and start again.

Although the knowledge map was abandoned, there was still a need to visually display the abundance of knowledge. Although part of the original goal was to visually display the company’s knowledge, the Wiki did not satisfy that goal. The Wiki was deemed as a success within the organisation, so maybe the idea is to take baby steps and the Wiki was a first step.

Upon review of this body of work, it was realised that selling the system and the communication of its purpose was probably as important as its technical abilities to deal with the tacit knowledge that existed. Although its purpose was to sort all knowledge
into one area and create Wiki articles, the most important factors to start the project was
to ensure that the user interface was easy to navigate and the knowledge stood out in
terms of an index or table of contents so users knew where to go when searching.
Possibly the next step would have been to link all knowledge together so that it was
represented clearly and semantically but maybe it is not possible to get to a
semantically defined Wiki in such a short period and possibly the results of something
of this size could only be seen over a bigger time frame.

The technology should not hinder people and people should not become laden down
with the amount of knowledge they have to create, share and upload. If the knowledge
management tool is to be a success, it does need the capabilities to manage ongoing
tacit knowledge. McMahon highlights that before you get to this point, you need to be
able to sell its usefulness to the team first. Although the focus of McMahon’s research
was not identical to the core problem within this research, in that McMahon’s core
focus was not to transfer the tacit knowledge of a software development team to others
outside of the team. The similar characteristics included rolling out a Wiki to manage
organisational knowledge of both a tacit and explicit nature.

6.5 Case Study Review 5

Case Study Title - AceWiki: A Natural and Expressive Semantic Wiki (Kuhn n.d).

What was the scope of their work?
The ACE Wiki deals with the user interface issues within Semantic Wikis in terms of
asking users to contribute tags to classify knowledge. This case study was completed on
a group of users that were not familiar with Semantic Wikis. A population of 20
students with different technical and non-technical ability was surveyed. Results of
contributions, in terms of sensible sentences, were also evaluated to see if a change to
standard Semantic Wikis in terms of the way information was presented to the users in
the user interface had improved the user contribution.

What were the results or findings?
It was found that existing Semantic Wikis made assumptions that users of the Wikis
were all of a certain technical level. This assumption puts users off using the system
and, as a result, ends up not being used.
The results indicate that the three design principles — naturalness, uniformity, and strict user guidance assisted in the contribution of knowledge to the Wiki. The results show that almost 80% of the created sentences made sense.

**How could their results help shape my requirements and approach?**
Again, no matter what the technology and the tool; it needs to be easy to use as the Wiki is something that will be used by all levels of users. Semantic Wikis will always struggle to overcome the usability issues that are associated with their functionality. The goal of this study is to try to translate the tacit knowledge of users in a software team to an explicit format. It has been shown that this is achievable by looking at previous case studies. As a result of a successful sharing environment being created and users contributing to one place, there still exists the issue of making this information usable continually from an ongoing perspective. In this case study, the focus was to structure this knowledge upon addition to the Wiki, so that it was automatically sorted upon upload. This case study proves as previously stated, we do not always know what we know. With this series of questions, this Semantic Wiki seeks to overcome this and pull knowledge from the corners of people’s minds that they were not even aware that they had.

### 6.6 Case Study Review 6

Wiki Pedagogy – A Tale of Two Wikis (Bower et all 2006)

**What was the scope of their work?**
In this research, two different Wikis were deployed in the area of the management of knowledge in Information Technology. This research tried to investigate the issues around sharing problems and issues of an IT nature in a real time environment. The goal was to edit content synchronically with others. A number of extremely valid and useful questions were asked such as “how are Wikis as a learning tool?” and “how much learning of how to use a Wiki is needed before users use a Wiki as a learning tool?” Two types of learning environments were created on two different Wiki applications. One environment consisted of asking questions on object oriented language on Moodle Wiki and the other consisted of a semester long project on Advanced Web Technology.
What were the results or findings?

In the Wiki that required weekly interaction, piecemeal contributions were added. Students did not link to pages within the Wiki. According to the survey that was completed, students found the Wiki a good way to communicate, rather than as a learning tool. Minimal training was required, which meant the user interface was easy to navigate and use without minimum training.

Additional features were required from the semester long group, which consisted of white board functionality, update notification functionality etc. Students in the semester long group found it difficult to fathom the idea of a blank canvas to share knowledge so templates were suggested as a starting point. Students still felt that effective face-to-face communication is still needed and better than a tool. Those collaborating on a weekly basis found it a waste of time to communicate via the week and felt that the time would be better spent face-to-face.

One student member said, “I see the Wiki pages as a tool, which makes it easier to communicate between lecturer and students and also between the group members, but not as a tool that enhances learning experience.”

How could their results help shape my requirements and approach?

The environment for which this Wiki was set up was very much a learning and training environment, rather than a knowledge share. Possibly more of a scheduled mentoring environment or e-learning environment could have been chosen. Wikis do not force users to answer or pose questions and so items can be left open and unanswered. Great lessons were learnt from this paper in that you need to make clear what information goes where in a Wiki or it will become out of control. Discussion points need to go into discussion forums and less conversational knowledge needs to be published in an area that is ready to use and to be reviewed section for all users. Depending on the scenario, templates should be used to create a starting point. Nothing can beat a face-to-face conversation with someone, if there is time. Providing feedback, in terms of ensuring the knowledge created is correct and ensuring people know that their contributions are being recognized and being rewarded. The author of
this paper poses a valid question of will the knowledge users ever gain from the Wiki collaboration as the will they always give knowledge and never receive?

6.7 Case Study Review 7

Eureka: web based tool for collaborative problem solving and project work documentation of knowledge creation and discovery (Tan & Wong 2008).

What was the scope of their work?

The scope of this work was to create a place that facilitated learning and knowledge sharing in the institute, NTU. The application was called eureka. The tool was focused on managing all of the institute’s project work and to create a space where all of the students could share and transfer their project knowledge via this Eureka tool. The focus of the content of the system was not just college course material but was on college project work, ensuring that users could think for themselves and complete a project without much assistance from lecturers. The focus of the research and the focus of the Eureka tool were knowledge discovery and the management of this knowledge.

What were the results of their findings?

The portal aimed to mimic face-to-face communication between students and supervisor, translating what were once meetings of a tacit nature into something that would be explicit and traceable. It allowed all project team members to contribute equally and allow for progress to be monitored all of the time.

The research was not just an internal project for the institute but also served as a repository for organisations associated with the institute. Discussions were managed via discussion forums. Forums were categorised into subject and documentation from the project was associated with the tool.

How could the results help shape my requirements and approach?

The tool Eureka proved that knowledge transfer was possible through the use of a tool designed for this purpose. Knowledge that students owned had to be articulated in order
to communicate progress and issues to superiors. Supervisors that were not in the project had to try to comprehend what was completed in order to mark the student. This case study assisted in the knowledge transfer research as it showed that it is possible to not just transfer knowledge from one person to another via a tool, but it is possible to collaborate and share using a tool. This case study showed that a tool did not have to be abandoned and that face-to-face conversations were not resorted to.

6.8 Case Study Review 8

Previous Implementations on agile methods to improve knowledge transfer. Is Internet-Speed Software Development Different? (Baskerville & Ramesh 2003).

What was the scope of their work?

A study was carried out in 10 software development projects and a discussion group was also created regarding standard software development lifecycles versus new methodology called Internet speed software. Internet speed software methodology is similar to the agile methodologies. Analysis was carried out using open end interviews, followed up with discussion groups to review issues regarding the methodology in question. The goal of the case study was to highlight where internet speed software methodology could overcome the failures of the standard sequential software methodologies.

What are the results or findings?

In order to compete within the software development industry, companies need to be able to get their product to market quickly. It was shown that there were several characteristics that were highlighted as important with the new agile process, which were not evident in previous older software methodologies. Examples of this included parallel development and allowing the customer to be a part of the project team. This allows for a customer to really express what they want in terms of requirements and highlight risks throughout the project, as opposed to waiting until the end product is delivered. One important factor that was highlighted was that the software and knowledge should not be thrown away but should be reused. Sometimes there is the perception that agile methods abandon any type of structure or moves away from documentation. This is not the case. It was shown that documentation
is still a large factor of software development and knowledge needs to be reused and the “throw away” attitude needs to be improved on. Baskerville makes a good point that agile methods are no different to software methods but they are extreme in their nature. They seek to readjust the flows of activities and the practical elements are just hastened by all members being in close contact with each other and cycles being shorter and the customer getting to see a product quicker.

**How could their results help shape my requirements and approach?**

It was highlighted in this study that agile methods work well with an ever-changing project that is volatile in nature. When customer requirements are continually changing, agile methods allow for quick action, based on new information rather than having to start again from scratch with standard principles. If releases are split up, there is less risk in terms of having to throw away code as the client is not waiting on one release at the end of a long development cycle.

The focus on agile methods is focused on the relationship between the customer and the entire project team. If this environment of trust is set up, there is a better understanding of the customer needs as requirements are not based on a 2-day workshop, where the customer attempted to document everything they needed in the system. In terms of knowledge transfer in a software environment and in terms of Company E-Learns example, there is the possibility that an agile method could assist in both an internal and external knowledge transfer point of view. If an agile method was employed between Company E-learn and Company B-2-B, items that were discussed outside of requirements would not be lost because the communication would go straight to the project team rather than the business analyst. If there was some sort of a tool such as a Wiki tool that could manage this communication between the client and the vendor in an agile environment, this knowledge would then be available to those outside of the project team.

**6.9 Conclusion**

As highlighted in past implementations of knowledge management projects, these types of implementations do not always run smoothly. There are various factors that have to be considered before kick-off of a knowledge transfer project. These factors are discussed below. Upon review of previous implementations, it was realised that these
issues were not just technical issues or the approach taken but largely the people who took part in the knowledge management projects. As (Collison and Parcel 2001) have proven in the past, knowledge management is not just about the technical issues that may arise but it is about the combination of the people, process and technology.

The scope of the research was to investigate if any other organisations or groups had taken on board similar issues and what could have been learnt from their research. Higgins had a similar issue and approached the issue with the implementation of a Wiki to manage the knowledge of a software team. This proved that knowledge transfer was possible via a Wiki tool but barriers to this process had to be addressed. Wikis in other organizations, such as in Board Iascaigh Mhara, were utilised as a sufficient tool to manage the knowledge of certain teams. A large amount of the case studies involved only small teams to prove that knowledge could be managed via a Wiki tool.

Factors that were discussed as barriers to the knowledge transfer process are seen below and fall under the issues of process, people and technology:

6.9.1 Process

A process is an agreed way of doing something. Processes in terms of management of project knowledge highlighted as a result of previous case studies of similar scope are outlined below.

Communication Process

The communication process needs to be ongoing through the implementation of the knowledge management project and post implementation. The technology and the owners need to ensure users are aware of new knowledge and can gain benefit from it. Success and failures of the system need to be frequently reviewed and changed. Feedback needs to be listened to, discussed and acted upon.

As highlighted in the case study where an agile method was used as methodology for the management software projects, these principles could assist in the knowledge management project. If the goal of the exercise is to retain knowledge from a software project so that others outside of the project could gain benefit from it, an agile method would be more suited to trap this potentially lost knowledge seen in older traditional
software methodologies. With the close communication between the customer and the team, requirements are carried over to the team without getting lost in the loop of communication.

**Roles and Responsibilities**

Before any project starts, there has to be a reason for the project for it to obtain funding. Although in some cases, Wiki implementations do not cost money, people will have to spend time getting it up and running. Before a project is kicked off in terms of its implementation, it does need a senior management buy in. Sometimes once this buy in is given, communication with management only takes place sporadically and at the end, with a review taking place to see if it was a success. Management need to be involved more often than this as users needs to feel its importance of sharing. Within a knowledge management implementation, there is normally a Wiki champion, knowledge manager or owner of some sort. There need to be more roles involved than this one person. A knowledge management project should be seen as an endless project. This project needs to be constantly marketed; it needs to be sold like a product. Users need to take responsibility of ownership of reviewing certain sections to make sure information that has been created is correct. A knowledge manager needs to create and manage a communication plan, highlighting each user’s responsibilities and the impacts of non use.

**Contribution Process**

Users sometimes feel that they do not know where to start. It is important, not just to tell users how to use a Wiki, but what type of knowledge they should be contributing and what goes where. It is a good suggestion to give users a template so that they can at least have a basis to start from. It is important that whoever owns this section, that they take ownership of it and give users feedback and formally create a level of quality so that users can learn from this feedback in the future.

**6.9.2 People**

**Environment**

One of the factors of success of a knowledge management project is the environment for which it is set up. If there is a previous learning environment, it is easier to build on this environment and introduce new processes and procedures to share more and talk
more. Even if there is not going to be a tool to carry out this communication and instead communities of practice are going to be organised, then this is a step forward in sharing. No matter how strong a plan is put in place for the knowledge management project, it is hugely difficult if there is a culture that stems from senior management of a non-sharing environment.

Ownership Issues
It is important to address issues of knowledge ownership early at the start of the project. Sometimes users feel that they are not receiving anything back from sharing their knowledge. Rewards and recognition need to be given to those who share. Knowledge needs to be viewed as organisational knowledge and not just individual knowledge. Knowledgeable users feel that power will be removed from them and their value will be lowered if they share the knowledge.

Trust
It is hard to hand something over to someone with whom one does not have a relationship. Before implementation of a knowledge management project, the senders and receivers of knowledge need to be recognised. Relationships need to be reviewed to highlight and potential future break down of communication.

Face-to-Face Communication
It is hard to replicate face-to-face communication in terms of facial expressions and verification of an understanding of something. Communication carried out via technology has the obvious advantage of global viewing by its users and knowledge can be seen to grow and evolve. You can also tell who has the knowledge by the most contributions and this knowledge remains in place until the company no longer exists. Face-to-face communication is always going to be faster, it is not going to be interpreted incorrectly, and outcomes and decisions are come to quicker. More communities need to be encouraged to discuss issues face-to-face, but ensure there is an owner of knowledge that will take ownership of contributing to this knowledge management tool.
6.9.3 Technology

User Interface
From a user interface perspective, users need to know exactly where to navigate to find what they are looking for. There needs to be an overall index of where a user can find something. The same principles of any website apply to an internal Wiki or knowledge management tool. If a user cannot find something on a webpage within a few seconds, they will more than likely not spend any time looking for it. The searching capabilities need to be as good as a Google Search Engine. Minimum effort needs to be invested in trying to find something.

Semantic and Knowledge Wikis
One of the main issues that exists and is still being investigated is the duplication of data on Wikis. Much work carried has been carried out in the line of Semantic Wikis and knowledge Wikis to represent the relationship of all of the knowledge that appears on the Wiki. The lesson to be learned from this is that you need to have the technical staff to install such a system, you need to have a high level knowledgeable worker to overview all of the knowledge contribution, set up the semantic rules and representation. From a user perspective, there needs to be little effort in adding semantic annotation to content.

Review Methods
There also needs to be some technical way to review knowledge that has been contributed and ensure that it achieves a certain level of quality before other users start to use this knowledge as their own. There has to be communication and understanding that knowledge is ever changing and that, at one point, knowledge in fact could be incorrect.
7 EXPERIMENTATION & EVALUATION

7.1 Introduction

Upon evaluation of points discussed in the literature review section, lessons learned from previous implementations of projects with the same requirements, a certain approach was taken based on the knowledge acquired.

This chapter will focus on the approach taken, in terms of gathering the project knowledge transfer requirements, and also discuss how the project was rolled out to the team. Pre and post analysis in terms of requirements and a comparison of the end product with the initial issue was reviewed.

In order to prove if the overall goal of the research was achieved, analysis was carried out. Interviews with members of the project team and users outside of the project team were carried out in order to conclude if knowledge was successfully transferred outside of the project team.

Usability tests in terms of asking non-project members to partake in exercises to do something that required reviewing tacit knowledge that was previously made explicit was carried out. Results during the evaluation and review of other similar implementations formed an overall conclusion in terms of knowledge transfer in a software team. These conclusions are discussed in the conclusion chapter.

Investigation into where the biggest loss in terms of knowledge transfer within the software lifecycle was analysed. Discussion as to whether a tool or process in terms of requirements management could improve on the knowledge transfer at these stages of the software lifecycle was carried out.

7.2 The approach

Like any project, a methodology and plan was set out at the start to highlight the steps to take on how the knowledge management project would be delivered. The requirements analysis phase was not refined to a standalone stage at the start of the project that ended once development began. The approach taken was more of a
prototype approach, where requirements were realised as users used the system more and more. A prototype approach was used in terms of rapid development to get the knowledge management system up and running.

The initial high level requirements were defined through documentation at the start of the project and requirements and design documentation were reviewed by senior management to ensure that opinions were not biased or one-sided. Requirements were carried out by using lessons learned from feedback for previous projects, face to face meetings, questionnaires and feedback after a small prototype at the early stages of the project.

7.2.1 The organisational culture

The analysis was completed on a small project team in Company E-Learn that was working on a customer project. The project was a small project that was starting requirements gathering when this knowledge management implementation started. Users were made aware of the project at the start of the implementation and were aware of the goals of the initiative. In terms of scheduling, the resources within the organisation were never resourced or scheduled to use the system or give feedback on the system. This may be seen as a downfall but if the system was to be seen as effective, it should not take a large enough chunk out of resources time to use the knowledge management tool.

The project team consisted of many team members, ranging from a Project Manager to a solution architect to a developer. All users within the project team had different roles within the team and so needed a varied understanding of project knowledge and needed to pose and ask questions about the project regularly.

The project involved building software for an extremely important client who expected tremendously high standards. Most of the client communication was fed through the Project Manager, with some technical correspondence being carried out from the Solution Architect to the client technical appointee. The client was not aware of any new internal system for the project in question and the new system was purely to improve upon internal client customer knowledge.
7.2.2 Requirements of the Organisation

Company E-Learn had already implemented a company-wide high level Wiki. This was not deemed as a knowledge management tool, but just a Wiki to store documents on an ad hoc basis. The Wiki was in operation for approximately four years but according to employees, the goal of the overall Wiki was never clearly defined. Users who had set up the Wiki originally had moved on and the overall ownership of updates was unclear.

Upon investigation into why certain tasks were being duplicated and why certain requirements were being lost, investigation commenced into where the knowledge transfer problem was. Actual project information was stored in a project folder on a server and communication was carried out via email, face-to-face or instant messaging. A large amount of the documentation was only documented at the start of the project where requirements were defined and signed off by the customer. Communication became looser when the project progressed into development stage. When questions were asked and changes were required in the project, they were committed to over email and never reflected in any formal documentation.

Issues arose when users outside of communication were not included, needed to know an answer and it was not documented in any form.

As time moved on, knowledge became lost and it was not formally documented. Even if someone was in the office, if something needed to be referred back to, it took time to search through emails or scraps of paper from quick conversations. The knowledge gained from customer interaction at the user acceptance stage and the maintenance phases was rarely fed back into any requirements document which made it hard for new members or members outside the team to understand what was agreed outside of the normal documentation.

It was realised that there needed to be a better way to manage the valuable and diverse knowledge across the team so it could be condensed into a useable format and retrieved for later use by others outside of the team. There needed to be a way that all project knowledge, including documented explicit knowledge and conversational tacit knowledge, was in one place. This knowledge needed to be accessible to those working inside the project team at the time of occurrence and most importantly to those outside of the project team. The scope of the project and research was to provide
a clear project record for Company B-2-B and to ensure that this record was always up to date.

Below are the reasons the initiative of implementing a new way to manage knowledge transfer in the organisation were taken on board.

- The core requirement was that there needed to be a place where project knowledge was presented in such a way that anyone outside the actual project team would be able to understand what happened or is happening on the project.
- There needed to be somewhere to view all project documentation that contained both explicit and tacit knowledge.
- There needed to be somewhere to store all knowledge gained outside documentation, e.g. invaluable informal conversational knowledge.
- There needed to be somewhere to discuss this knowledge.
- There needed somewhere to keep this knowledge up to date.
- There needed to be somewhere for someone to see all knowledge and for one to one knowledge sharing to be reduced.
- There needed to be an environment where someone could upload information without asking permission.
- The users of the system varied and so the user interface and technologies implemented had to be easily comprehensible by all level of users.
- If mistakes were made, there had to be undo features to undo any mistakes that were made.
- Information stored in the knowledge management tool only had to be made public to internal staff members within the companies and not available to other external to the organisation.
- Use of the system in terms of time needed to either match the time it took for searching as it was, or reduce the amount of time. The new knowledge management tool should not have taken any longer to use than any other processes in place.
7.2.3 Management Buy In

Before the actual project could be kicked off, a high level overview of the goals of the project needed to be presented to senior management. A short presentation was put together to firstly highlight the overall scope of the project and try to sell the need for the project.

After an explanation and overview of the need, management had several questions regarding impact on other projects and time users had to dedicate to the project. The concern was that this new project would eat into billable time and have an effect on deadlines and quality of other projects. This is nothing new or something that was not foreseen or planned for. It was important at this stage that the amount of work and time required from the team members was quantified into a schedule. With backing from the services technical director, the project was given the go ahead.

7.2.4 Team Presentation and Brainstorming

In order to start with the implementation of the system, it was important to define the requirements from the project team. An overview of the thoughts of the needs for such a system was given and the expectations of what was needed from each individual were highlighted. Conversations on ideas for the implementation were run through but the initial reactions and opinions were divided. Some saw the need to extract the tacit knowledge from users to gain benefit and share this knowledge with others. Others had the opinion of when they heard the word Wiki for a possible solution they have the opinion of "it would never work". The team was varied with different levels of seniority, some individuals not feeling comfortable talking about issues in terms of the project with others.

It was felt that an anonymous survey would be of more benefit in attaining truthful feedback in terms of failure and success of current procedures.

A one page document was distributed to explain what knowledge management was, current processes, issues with current processes and ideas about new processes moving forward.

7.2.5 Lessons Learned Documentation and User Feedback

Just before commencement of the knowledge management project, lessons learned workshops were carried out internally and externally with the project team and client from a previously implemented phase for Company B-2-B. There were series of
questionnaires filled out about the implementation about the project and the thoughts of the overall success/failures of the project. From a client perspective, the main issues arose regarding missed requirements and lack of communication or misunderstanding of what they deemed a requirement was. From an internal perspective, the feedback was generally good, except for some missed requirements from the customer and finding of project knowledge and the testing phase was not at the standard it should have been. The testing was not at the required standard as the developers were unsure of the requirements as they felt they were not clearly communicated. This feedback was used as the basis for the need for a new process or a new system to improve the transfer of knowledge from the requirements stage to the development and through to testing.

7.2.6 Surveying the Team

Before documentation of the requirements commenced, a questionnaire was put together so that all team members could voice their opinion. The questionnaire posed both open and closed questions, allowing users to fill in answers on some questions and just rate from agree to strongly disagree on others.

The survey contained 20 questions (see appendix A), and was intended to not be anymore to keep users interested in the questionnaire. The survey was optional as if the users did not fill out the survey, it did not have any impact on their existing roles.

All users did fill out the survey, which highlighted that either they had something to say or they did not want to look bad to senior management.

The opinions on proposed suggestions in terms of a new knowledge management solution varied.

Those who would have to contribute their valuable knowledge highlighted that a tool such as a Wiki would not be a success and no one would use it.

Others highlighted that such a tool would be of great benefit and is definitely needed but could see the barriers; for example getting the knowledgeable people to contribute.

7.2.7 Requirements Definition and Solution Design Document

The knowledge management project was treated as a normal project with the standard lifecycle methodology principles used. Before any work could commence on the knowledge management project, the requirements document had to be accepted by senior management. The requirements document was formed with feedback from the lessons learned, surveys and face-to-face feedback. See appendix B for requirements
documented accepted management. This requirement document was broken down into various headings, which addressed each of the issues raised. A follow on from the requirements document was a design document. The design document aimed to transfer the requirements of the knowledge management system into a proposed workable solution. As the project was more of a prototype project, with feedback being received about the project as it was being built and progressed, the design document did not translate exactly into the solutions that were proposed in the document.

7.2.8 Communication Strategy

In terms of ensuring the system was being moved along and being built in line with what was needed, weekly communication in terms of its progress was delivered. Feedback was delivered via email and then posted to the Project Wiki. Feedback was provided on the system by some users and not by others. Reminders were sent out but some users did not participate in the feedback. Reasons for this are discussed later in the post survey section.

7.2.9 Implementation Approach

As highlighted, earlier knowledge was recorded in documents, communicated on via email and via instant messaging. As email was one of the most used communication media, a Wiki email address was set up where users could email all the information they wanted to upload to the Wiki. Users also had the choice to upload information to the Wiki directly. Some users felt that the need to verify knowledge and ensure that it was checked by someone before uploading.

Microsoft Outlook Rules were created in outlook to catch all information that was tagged with a certain word. For example, rules were set up with key words such as Wiki article, Company B-2-B, missed requirements etc. This allowed for easier sorting of knowledge as it removed all of the unwanted day-to-day mails that were not relevant to the project. This information was then fed into the new knowledge management tool, which was Company’s B-2-B Wiki. This task was only completed by one person, i.e. all users were not forced to sort emails into usable Wiki articles.

A large amount of conversations took place regarding Company’s B-2-B project over instant messaging. There was investigation carried out into the possibilities of
integrating instant messaging tools such as Skype or MSN into a Wiki to try to overcome the issues of users having to use many tools. The scope of the project was not to investigate the technological capabilities of integrating Skype with a Wiki but to try to sort the knowledge that had been generated and merge it and convert this knowledge with other knowledge into quality wiki articles. Users were given the choice to extract conversations from Skype and post onto the Wiki. This was not taken on board as users liked to keep conversations private. Users did not want to run the risk of a private conversation being transferred to a Wiki and the entire idea was not taken on board.

Face-to-face conversations existed in two formats; formal and informal.
In most cases, informal conversations were not documented or recorded in any way.
Formal documentation of face-to-face proceedings came in the form of minutes of meetings, presentations etc. Documentation that was extracted and placed as pages on the Wiki was requirements and design documents. It was realised that information regarding requirements were easily found through easy browsing on the Wiki.

7.2.10 Rollout All Tools
As there were technologies in place for email, instant messaging and document storage, the approach was not to disturb the current day-to-day tasks of the project team but integrate what was there and merge all knowledge together.

It was expressed by Senior Management, that the existing folder structure on the company’s server was not to be replaced and only key documentation to be taken from here to be stored and shared somewhere else.
As a result, users were not forced to move to the new Wiki to look for documentation, as they still had the option to move to the old resource.

It was decided to use the company Wiki that was installed some years ago as a basis for the knowledge sharing process. This was decided on because there was no cost associated with the implementation of the tool, there was minimal time on set up compared to setting up a new Wiki and there were no training costs as users were already aware of how to use the Wiki. Investigation was completed into the capabilities around the existing requirements and it was realised that the Wiki more or less suited the needs of the team. Investigation into other tools was completed as seen by figure
Chapter 5. Media Wiki was picked as the tool of chosen for as it matched all of the requirements below and it was already installed in the organisation.

7.2.11 Match of requirements against Existing Wiki

<table>
<thead>
<tr>
<th>Requirement</th>
<th>MediaWiki</th>
</tr>
</thead>
<tbody>
<tr>
<td>The knowledge needed to be presented in such a way that anyone outside the actual project team would be able to understand the project knowledge without prior explanation.</td>
<td>This was not a requirement of the Wiki, it was up the knowledge manager and project team to ensure that the knowledge was easily represented in a way that was understandable to all within and outside the project team</td>
</tr>
<tr>
<td>There needed to be someone to view all project documentation.</td>
<td>MediaWiki allows for all users view any types of text and images</td>
</tr>
<tr>
<td>There needed to be somewhere to store all knowledge gained outside documentation.</td>
<td>MediaWiki allows for users to easy change/update/delete existing documentation on the Wiki.</td>
</tr>
<tr>
<td>There needed to be somewhere to discuss this knowledge.</td>
<td>MediaWiki allows users discuss existing pages, using the discussion capability and the watch capability. The watch functionality is like a discussion forum where users are copied on communication that they have added to their watch list.</td>
</tr>
<tr>
<td>There needed somewhere to keep this knowledge up to date.</td>
<td>MediaWiki has the capability to update existing pages and record this update in a history. It is easy to see who updated what page on what time and undo the delete if necessary. MediaWiki does not have the capability to sync with server folder and tell when an update has occurred, therefore updating the Wiki with new information.</td>
</tr>
<tr>
<td>There needed to be somewhere for someone to overall see all knowledge and</td>
<td>No page within the Wiki will be locked down in terms of viewing content. There</td>
</tr>
</tbody>
</table>
for one to one knowledge sharing to be reduced.

are different administrative levels that allow users to protect pages against editing. Therefore the Wiki is a great place for all users to obtain knowledge and the one to one communication is removed.

There needed to be somewhere that anyone could upload information without asking a person.

There is no verification of an administrator required from the MediaWiki. All users can upload, change and delete content.

The users of the system varied and so the user interface and technologies implemented had to be easily comprehensible by all level of users.

MediaWiki allows for easy editing without any prior web developer experience. The WYSIWYG editing box allows for easily editing in terms of linking and text formatting.

If mistakes were made, there had to be undo features to undo any mistakes that were made.

The undo features of MediaWiki allows for easily undoing updates and changes.

Information stored in the knowledge management tool only had to be made public to internal staff members within the companies and not available external to the organisation.

The link to the company Wiki is only available to internal staff and is not available outside the company firewall.

Use of the system in terms of time needed to either match the time it took for searching as it was, or reduce the amount of time. The new knowledge management tool should not have taken any longer to use than any other processes in place.

This would only be seen when analysis was done on use of the MediaWiki functionality.

<table>
<thead>
<tr>
<th>Table 7-1 Company Requirements V's MediaWiki Functionality</th>
<th></th>
<th></th>
</tr>
</thead>
<tbody>
<tr>
<td>for one to one knowledge sharing to be reduced.</td>
<td>are different administrative levels that allow users to protect pages against editing. Therefore the Wiki is a great place for all users to obtain knowledge and the one to one communication is removed.</td>
<td></td>
</tr>
<tr>
<td>There needed to be somewhere that anyone could upload information without asking a person.</td>
<td>There is no verification of an administrator required from the MediaWiki. All users can upload, change and delete content.</td>
<td></td>
</tr>
<tr>
<td>The users of the system varied and so the user interface and technologies implemented had to be easily comprehensible by all level of users.</td>
<td>MediaWiki allows for easy editing without any prior web developer experience. The WYSIWYG editing box allows for easily editing in terms of linking and text formatting.</td>
<td></td>
</tr>
<tr>
<td>If mistakes were made, there had to be undo features to undo any mistakes that were made.</td>
<td>The undo features of MediaWiki allows for easily undoing updates and changes</td>
<td></td>
</tr>
<tr>
<td>Information stored in the knowledge management tool only had to be made public to internal staff members within the companies and not available external to the organisation.</td>
<td>The link to the company Wiki is only available to internal staff and is not available outside the company firewall</td>
<td></td>
</tr>
<tr>
<td>Use of the system in terms of time needed to either match the time it took for searching as it was, or reduce the amount of time. The new knowledge management tool should not have taken any longer to use than any other processes in place.</td>
<td>This would only be seen when analysis was done on use of the MediaWiki functionality</td>
<td></td>
</tr>
</tbody>
</table>
### 7.3 Approach on Upload of existing Information

An analysis in terms of what type of information would be used was carried out and reviewed through the questions posed in the survey.

It was realised that the project knowledge could be sub-divided into 2 main categories, this was project process information and project technical information.

Project process information was information such as project schedules, how to do certain things etc. Project Technical information was not blocks of how but more information from the solution architect on labeling in clear case, the need to knows in Firefox development etc. It was decided that the most important element of the Wiki was the table of content, homepage page or yellow pages of where everything was stored.

The structure of the homepage for the project is seen below.

![Figure 7-1 Company B-2-B Wiki Homepage](image-url)

On top of the project process and project technical information, two additional areas or “corners” as they were called were also added. One was a latest news section that allowed easy publication of new news. The other corner was a communication and collaboration corner that allowed the team highlight their thoughts on what they thought was good about the project and add any beneficial pieces of their own personal
information. This was created so that the users realised that this Wiki was not just another information system and that they were included in the creating and expanding of the knowledge management system.

Once all of the project information was updated, users were given the chance to provide feedback on the system and highlight what they would have liked to have done differently. The main feedback from users was that it looked good and they just wanted to start using it. There were comments from a user interface perspective on small mistakes, which highlighted what users are concerned about, i.e. UI issues regarding rather than the functionality. One good point was highlighted about the navigation in that it was frustrating there was no forward and back navigation on the pages and that this would put a user off using the system. These links were added, which then improved the overall usability of the system. All of the feedback and constant changes were made in a test system. Users were allowed play with the system and give feedback in a certain user acceptance period and then were given a date to have all feedback submitted.

The system was then transferred to the live Wiki, where it was to be used as a normal knowledge management tool. The next steps were to extract all of the existing project knowledge using the tools and processes reviewed and highlighted in the literature review stage. This involved setting up certain tools within the email packages, instant messaging and making sure all knowledge was kept up to date. These tools were highlighted to the project team, but as you will see later the project team’s view was to only pull information from the Wiki and not push it.

### 7.4 Approach to ongoing Knowledge

The focus of the case study was to try and create usable Wiki articles from the knowledge gained through communication through the project lifecycle.

The first approach was to create rules in Outlook to catch emails of a certain subject and section this in a separate folder. Once key emails were trapped in a separate area, a tag cloud could be run on the folder to see the most commonly used words
7.4.1 Tagging

Articles were created after the most common words were analysed. Tag cloud software generates the most frequent word in a piece of text. It is important to realise that the most frequent words such as someone’s signature or the customer name should be removed. The tag cloud software will remove words like “and”, and “the” but will not remove common words only related to a specific organisation.

Please see below for the results of the tag cloud run on the Wiki folder in the outlook inbox.

7.4.2 Tag Cloud results

![Image of Tag Cloud]

Figure 7-2 Results of Tag Clouds Process on Email Folder

As a result of this tag cloud procedure, the following Wiki articles were created.

![Image of Wiki articles]

Figure 7-3 View of Wiki articles created
If you analyse the most frequent words in the tag cloud, you will see skills, requirements, download document etc. These all formed an article called “change to phase1 requirements for Company B-2-B”. You will also see the word SCORM, which was a large issue with the customer from the start of the project. The customer required a certain level of tracking with question types in the software for which the organisation did not currently support. There were emails from the client, internally and to the architect regarding this issue. This article highlighted exactly where the issues were and what needed to be done.

Categories allowed for the creating of new articles and linking what the existing information was related to. For example, if a user went to the phase 1 requirements document in the project process page, they would see a direct link to the change to scope for phase 1 article, meaning that there would never be any misunderstanding of the requirements.

### 7.4.3 Categories in Media Wiki

When all of the knowledge was uploaded onto the Wiki, categories were created within the Wiki. Categories in Wiki are like real life categories, such as in a catalog. By adding a page to a certain category, it groups its content with the associated category. One of the main concerns regarding the successful implementation of the Wiki was that users needed to be able to search for the information and find the information they were looking for very easily. Without adding any page to a category, sometimes the search would not return the results of all pages containing the word; for example if it was not in the title of the page or added to the category.

This is where the Wiki would fail its users in terms of the capabilities of its searching. Unlike any other search engine, it did not understand the meaning of incorrectly spelt words. It left the categorizing of pages to the user. As users do not like to do any more than they should, most pages would not be categorized if left up to the normal user.

### 7.4.4 Semantic Wikis

Users were not made to add pages to categories or even link to other pages at all. Many users could have had the potential to upload the same content, several times without knowing that someone else had already uploaded the same thing. Investigation was
carried out into the possibilities of adding semantic extensions to the Media Wiki. Semantic Wikis add descriptions of data to certain WebPages. Semantic Wikis add content about content, thus giving an overall overview of the page. Semantic Wikis create mini abstracts for each page. Semantic Wikis try to create ontology’s within the Wiki itself and try to link concepts together. As a result of this more detailed page, searching capabilities become enhanced as more concepts are linked together and better results returned to the user.

Time was spent trying to implement a Semantic Wiki with the existing Wiki but a large amount of time was spent trying to resolve database errors that were presenting themselves upon installation. After much investigation and comparison of the functionality against the requirements of the project, the Semantic Wiki idea was abandoned. It was soon realised that a small amount of users even contributing and using the Wiki, asking users to add context to their contribution would not work. What The auto-completion functionality may have worked in Semantic Wikis as it provides users with the descriptions of the content, based on what they are typing. It may not always be the correct prediction but allows users to see the options of what are already there in terms of categories.

7.4.5 Document Templates

Assumptions were made at the start of the knowledge management project that all users had used the company Wiki, and were familiar with how to contribute new knowledge to the Wiki. This was an incorrect assumption to make. The impression received from some, but not all, users was that they didn’t even know how to add a page to the Wiki. There was a fear to contribute to the Wiki in case it was incorrect. Users did not know how to link pages or even care about linking pages if they did know how. In terms of a consistent look and feel, users did not look at other pages to make sure they were linked or created with the same look and feel.

A document template was created which was placed on each section of the Wiki. This added in automatic links to other pages and added in the navigation for the user. It also created a table of contents and allowed users to easily add images with little know-how. This document template functionality did not encourage any users to contribute to the Wiki as, in the end, no one used the document template.
Also, there is a feature in Media Wiki called reviewer, editor. This allows certain users to upload content and then ask certain knowledgeable users to rate their contributions. This allows other users who are reading the article to see if the content is of a high standard. The technical solution was not implemented for this case study but a more manual approach was taken. In the document template, there was a section where the user had to sign their article, and also a section where they had to assign their article for someone to review. If this was reviewed, the reviewer would have to give the article a rating of 1-3 stars. As no one contributed blocks of knowledge, this functionality was not used.

7.4.6 Communication

A Wiki user manual was put in place that was broken down into sub sections in terms of what the users had to do, their role within the Wiki and the to do’s on creating a page, editing a page, adding to a discussion forum etc. This was to ensure that users, who do not have much experience of using a Wiki, could easily add content to it. Even though this document was circulated over email and published on the Wiki, I do not think anyone actually read the document.

7.4.7 Integration of other systems

Something which is very new and is only a beta version in MediaWiki is Wikimindmap. You can see an example of this on www.wikemindmap.org. It is an extremely clever tool that allows a user to type in a word and simply press enter and a mind map is created which gives an overall concept of the term in the Wiki. With this functionality, the user could type in a word such as “Java” and all words associated with Java could be displayed in a usable format below. Users would then be able to link their subject matter to the correct concept as they will have seen the overall picture.

Please see below for an example mind map of how the Wiki could work if this functionality was implemented. Unfortunately, to represent the categories of knowledge on the Wiki was not possible as the technology was actually only available for certain Wikis and a project to build mind maps for this Wiki would have taken too long. The scope of the research was to transfer the knowledge of a project onto others and,
although the Wiki mindmap would have assisted users in the search of knowledge, this was not the focus of the research.

7.4.8 Functionality of the Wiki

The intention was also to extract the knowledge discussed on the watch and discussion pages into articles and pages and integrate this knowledge with existing articles. The issue was that it was easier to walk to someone’s desk or to send a Skype instant message rather than to login into the Wiki and add a comment to the discussion page. There were still the issues that there were too many clicks and ease of use was highlighted as an issue. As a result only two people used the discussion pages. The discussions were started but no one responded to the original questions posted and so the issues remained swept under the carpet.

7.5 Overall Evaluation Approach

When all tools and procedures had been put in place, an approach on the analysis of the results had to be defined. It was decided that a questionnaire on the project team opinions would be carried out, interviews on selected team members and a test cycle for users outside the project team (similar to a user acceptance testing). Both a questionnaire and a face-to-face approach were taken as sometimes users feel they can not truly express their thoughts on a subject if they are being asked face-to-face. Carrying out both techniques covered a large amount of ways to analyse the results on use and thoughts of the Wiki.
7.5.1 Questionnaire Analysis

The first approach to obtaining the results of the success or failures of the case study was to carry out a questionnaire on the project team. In order to classify the questions, a clear goal needed to be set out in order to pose the questions in such a way that would extract the thoughts from the individuals without guiding the individuals towards a certain conclusion.

The goal of the questionnaire was to:

- Evaluate if the Knowledge Management project was successful or a failure in terms of knowledge transfer of project knowledge?
- What were the barriers to success?
- What could have been or can be changed to make this knowledge transfer a success?

7.5.2 Questionnaire Goals

After the goals of the survey were clearly defined, decisions regarding the target population had to be set out. As users who did not use the system were being analysed in the UAT Testing section, the focus for the questionnaire was to just review the thoughts from the project team who used the Wiki. In terms of an audience, the goal of the tool was to try to get users to contribute both explicit and tacit knowledge to the Wiki, with a focus on the tacit knowledge as this was something that was not codified or made as a format that could be easily transferred.

7.5.3 Target Audience

The analysis needed to take place from a knowledge contribution and extraction perspective. Investigation into why users did or did not add or take knowledge from the Wiki was analysed. As a large amount of the knowledge in the company came from long-term employees and more senior employees, the focus was on these users to contribute. These users were the solution architects and senior developers on the team. The knowledge that was reused and pulled from the Wiki was aimed at all team members but largely on those who did not have previous project knowledge.

An example of these users were new developers to the team, the support team etc. As the team and organisation were quite small, it was decided to carry out the
questionnaire on all project team members. The project team was made up of 2 solution architects, 2 business analysts, 1 Project Manager, 4 Developers/Testers. All users answered the questionnaire. Based on the amount of opinions in the questionnaire, people really did have an opinion on the knowledge management tool.

7.5.4 Project Team Questionnaire

It was a challenge to follow the KISS rules, which were Keep It Short and Simple and extract a large amount of opinions and thoughts. (Creative Research Systems) Kiss is an acronym survey specialist term for keeping it short and simple, i.e. not crowding the questionnaire with lots of questions, thus putting the user off answering any of the questions.

A cover page highlighting the goals of the questionnaire, the audience and what will be done with the outcomes of the survey were clearly stated on the introduction page. The ordering of questions was clearly defined and thought out as the users of the survey had to feel there was a beginning, middle and end to the questionnaire. A mix of questions types were placed in the questionnaire which were questions that allowed users to answer a scale between strongly disagree to strongly agree. This did not limit the question to a yes or no when a user did not feel inclined to either side. Some open questions, which allowed users to share opinions, were placed in the survey and a section at the end of the survey also allowed users to write as much as they wished on the overall knowledge management project.

The sections of the survey that were decided on were the Knowledge management project, knowledge management itself and changes for the Wiki. It was difficult to not pose questions in such a way that conveyed the opinions of the questionnaire designer and pushed individuals in a certain direction. Before the survey was distributed to the team, it was carried out by one person to make sure the same question was not posed on several occasions and the questions were not being pushed down a certain direction.

It is important to analyse the feedback in the pre-evaluation survey and the post evaluation survey to ensure the requirements were met and issues from the start of the project were addressed.
### 7.5.5 Pre Project Survey Results

<table>
<thead>
<tr>
<th>Current Wiki</th>
<th>Strongly Disagree</th>
<th>Disagree</th>
<th>Neutral</th>
<th>Agree</th>
<th>Strongly Agree</th>
</tr>
</thead>
<tbody>
<tr>
<td>Is the Wiki a place for technical information, process information or both?</td>
<td>1</td>
<td>7</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>The Wiki assists in my current role.</td>
<td>1</td>
<td>2</td>
<td>1</td>
<td>4</td>
<td>No Answer</td>
</tr>
<tr>
<td>How often would you use the current Wiki a week?</td>
<td>4</td>
<td>3</td>
<td></td>
<td>1</td>
<td></td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Knowledge Management</th>
<th>Strongly Disagree</th>
<th>Disagree</th>
<th>Neutral</th>
<th>Agree</th>
<th>Strongly Agree</th>
</tr>
</thead>
<tbody>
<tr>
<td>I see benefit in sharing my knowledge with others?</td>
<td>1</td>
<td>1</td>
<td>6</td>
<td></td>
<td></td>
</tr>
<tr>
<td>How do you currently share knowledge, email, face-2-face, Skype, Wiki, other.</td>
<td>6</td>
<td>7</td>
<td>7</td>
<td>6</td>
<td>2</td>
</tr>
<tr>
<td>I find it easy to share existing knowledge, enquire about other existing knowledge, ask questions etc.</td>
<td>2</td>
<td>5</td>
<td>1</td>
<td></td>
<td></td>
</tr>
<tr>
<td>I feel rewarded when I learn something new?</td>
<td>2</td>
<td>5</td>
<td>1</td>
<td></td>
<td></td>
</tr>
<tr>
<td>I know where to go when I need to find something that has been documented?</td>
<td>6</td>
<td>2</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>I know who to ask questions about certain things that I am uncertain about.</td>
<td></td>
<td>7</td>
<td>1</td>
<td></td>
<td></td>
</tr>
<tr>
<td>There is duplication of work as I can not access existing information?</td>
<td>3</td>
<td>1</td>
<td>4</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>
Potential Changes to the Wiki

<table>
<thead>
<tr>
<th>Strongly Disagree</th>
<th>Disagree</th>
<th>Neutral</th>
<th>Agree</th>
<th>Strongly Agree</th>
</tr>
</thead>
<tbody>
<tr>
<td>A Wiki can become a central area for storage, communication and collaboration?</td>
<td>1</td>
<td>5</td>
<td>2</td>
<td></td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Strongly Disagree</th>
<th>Disagree</th>
<th>Neutral</th>
<th>Agree</th>
<th>Strongly Agree</th>
</tr>
</thead>
<tbody>
<tr>
<td>I would be happy to make discussions regarding technical queries public to other team members</td>
<td>1</td>
<td>1</td>
<td>5</td>
<td>1</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Technical</th>
<th>Process (Release, clear case)</th>
<th>Project (Schedules etc)</th>
<th>Documentation</th>
<th>Other</th>
</tr>
</thead>
<tbody>
<tr>
<td>Please rate the information that would be of most importance to you in order from 1-5, 1 being the most important.</td>
<td>19</td>
<td>22</td>
<td>25</td>
<td>18</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Can you suggest a name for the new sub Wiki Project, such as share, 1place etc?</th>
</tr>
</thead>
</table>

Table 7-2 Pre Project Implementation Questionnaire Results

Below are some comments regarding thoughts on Knowledge Management and a Wiki as a knowledge management tool?

"It is a useful tool which we just do not use often enough, but it is also misperceived. I do not think it can replace one-2-one communication. If everything has to go through a Wiki it’s too formal. Balance is needed."

I find that for technical resources the Wiki can be good as people in WBT tend to put stuff up there and t is then easy to find. However, for non-technical stuff I don’t think the Wiki is utilized enough.

Obvious good point is the ability for Wiki to allow all, both non-technical and technical to develop a resource library of information.

The only barrier which exists is people’s willingness.

I find that at the moment, people rely on Skype and face to face transfer of information rather than a more formal method that can be tracked – i.e. email and Wiki.
It should continue to be used for its intended purpose, i.e. knowledge sharing but we need more people to contribute to it over and above the handful of people who currently do.

I would like the Wiki to be used to store all information on a project and links to all documents needed for a project. I would like a page to be available which would show the project schedule.

Without wishing to sound cynical, the question implies we have a process, which we do not. We have a WIKI, which is used only to a degree, but there is no process, except for with the Next Gen project. I think that at the moment a lot of knowledge is stored in people’s heads and is not written down anywhere.

Reviewing the results of the questionnaire, a vast amount of knowledge about existing processes, lack of processes and knowledge management tools was realised. Users highlighted that they used the Wiki but the vast majority used this less than 10%. The majority of users choose the opinion that the Wiki should both be a place to store and process technical information. It was highlighted that the majority of information was shared over email and face-to-face communication. Users did feel at ease asking questions but felt that they could not locate certain documentation, as they did not know where to look. Users did want to share knowledge and were happy to share knowledge according to the questionnaire.

There were some strong opinions when it came to what the role of the Wiki was. Users did not think that the Wiki had the capabilities to replace email or instant messaging tools. The Wiki was an area to store and update knowledge that was gained from these tools. The current Wiki that was in place was not organised and put users off using the system. Users felt if there were a clear link to documentation and project information, the Wiki would be of more use. It was learned that the current Wiki might work if there was structure placed, if it was introduced and managed by someone and also if people had the time to use it. One opinion was that currently the Wiki just stored explicit knowledge and no tacit knowledge was being saved.
7.5.6 Post Implementation Survey

Questionnaires were sent out to the project team post implementation of the new project Wiki. 5 out of 9 questionnaires were filled out. The questionnaire was broken down into questions about the new Wiki and questions about the knowledge management. Some questions had already been posed in the pre-evaluation questionnaire, but were asked again to see if anyone’s thoughts had changed on knowledge management since the knowledge management tool implementation.

The results of the questionnaire can be seen below.

<table>
<thead>
<tr>
<th>I think sharing knowledge within the Project team is of benefit to all members?</th>
<th>Strongly Disagree</th>
<th>Disagree</th>
<th>Neutral</th>
<th>Agree</th>
<th>Strongly Agree</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>1</td>
<td>1</td>
<td>3</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

Knowledge sharing for this customer has increased since the implementation of this Wiki

<table>
<thead>
<tr>
<th>Strongly Disagree</th>
<th>Disagree</th>
<th>Neutral</th>
<th>Agree</th>
<th>Strongly Agree</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

Rate from 1-5 (5 being the lowest) the way that you share knowledge?

<table>
<thead>
<tr>
<th>Email</th>
<th>Face-to-face</th>
<th>Skype</th>
<th>Wiki</th>
<th>Other</th>
</tr>
</thead>
<tbody>
<tr>
<td>12</td>
<td>9</td>
<td>11</td>
<td>6</td>
<td>10</td>
</tr>
</tbody>
</table>

I now know where to go when I need to find something for this project?

<table>
<thead>
<tr>
<th>Strongly Disagree</th>
<th>Disagree</th>
<th>Neutral</th>
<th>Agree</th>
<th>Strongly Agree</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>1</td>
<td>3</td>
<td>1</td>
<td></td>
</tr>
</tbody>
</table>

There is still duplication of work on the new Wiki

<table>
<thead>
<tr>
<th>Strongly Disagree</th>
<th>Disagree</th>
<th>Neutral</th>
<th>Agree</th>
<th>Strongly Agree</th>
</tr>
</thead>
<tbody>
<tr>
<td>3</td>
<td>2</td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

I would be happy to share knowledge in the future if had time to do this?

<table>
<thead>
<tr>
<th>Strongly Disagree</th>
<th>Disagree</th>
<th>Neutral</th>
<th>Agree</th>
<th>Strongly Agree</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>2</td>
<td>2</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

I knew how to use the Wiki before this project

<table>
<thead>
<tr>
<th>Strongly Disagree</th>
<th>Disagree</th>
<th>Neutral</th>
<th>Agree</th>
<th>Strongly Agree</th>
</tr>
</thead>
<tbody>
<tr>
<td>2</td>
<td>3</td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>
content to the Wiki?

<table>
<thead>
<tr>
<th>Strongly Disagree</th>
<th>Disagree</th>
<th>Neutral</th>
<th>Agree</th>
<th>Strongly Agree</th>
</tr>
</thead>
<tbody>
<tr>
<td>2</td>
<td>2</td>
<td>1</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

The new Wiki has assisted in my current role?

<table>
<thead>
<tr>
<th>Strongly Disagree</th>
<th>Disagree</th>
<th>Neutral</th>
<th>Agree</th>
<th>Strongly Agree</th>
</tr>
</thead>
<tbody>
<tr>
<td>2</td>
<td>2</td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

I can find documentation easily on the Wiki?

<table>
<thead>
<tr>
<th>Strongly Disagree</th>
<th>Disagree</th>
<th>Neutral</th>
<th>Agree</th>
<th>Strongly Agree</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

I can easily discuss new articles, communication and carry out the discussions on the Wiki?

<table>
<thead>
<tr>
<th>Strongly Disagree</th>
<th>Disagree</th>
<th>Neutral</th>
<th>Agree</th>
<th>Strongly Agree</th>
</tr>
</thead>
<tbody>
<tr>
<td>3</td>
<td>1</td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

It was easy to navigate through the Wiki?

<table>
<thead>
<tr>
<th>Strongly Disagree</th>
<th>Disagree</th>
<th>Neutral</th>
<th>Agree</th>
<th>Strongly Agree</th>
</tr>
</thead>
<tbody>
<tr>
<td>2</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

The Wiki is the way forward to share knowledge?

<table>
<thead>
<tr>
<th>Strongly Disagree</th>
<th>Disagree</th>
<th>Neutral</th>
<th>Agree</th>
<th>Strongly Agree</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

Table 7-3 Post Project Implementation Questionnaire Results

From evaluation of the comments in the surveys the following conclusions were made.

Time

Some users felt that time needed to be dedicated to using and input into the Wiki
“No time allocated in the schedule for this.”

Wiki is not the solution

Some Users felt that Wikis were not the answer. It was felt that Wikis are more suitable for larger project teams and that the gain is not returned from the effort put in.
“I think the whole concept of a project Wiki is just a doubling-up of effort. It’s just harder-to-maintain”
Integration with other applications

One user highlighted that it would be nice to integrate existing applications with the Wiki, for ease of use. It is important to have as little starting of applications and logging into applications as possible. There was a Skype-me functionality added which users seemed to like, even though it only removed a small number of clicks.

“New Wiki has a lot more relevant project info in it and it’s all in one place which is good. Would be nice if you could get to the actual information directly from the Wiki, e.g. clicking on Bugzilla would bring up (or auto log you into) Bugzilla or clicking on the project schedule would open the latest schedule. I like the “Chat with me” idea which allows you to start a Skype conversation straight away.”

Communities of Practice

It was highlighted that maybe a good knowledge management process outside a tool would be coming together as a team to learn from each other. As the person phrased it, “lunch and learns” would be a good way to learn from each other.

“I always find “Lunch and Learns” a good way to share project knowledge with team members and even more so with non-team members, e.g. providing sales people an overview of what we are doing on a project for a particular customer.”

Integration with the existing Project Lifecycle

One user made a valid point that the lessons learned documentation should be fed into the Wiki. From a technical perspective, actions should be decided on such as documenting up how to code something etc and then highlighted on the Wiki.

“There is no step in the project lifecycle for this. We do sometimes have a lessons learnt meeting, but this is purely for the benefit of the PM… from a technical perspective we do not update any KM system.”

A Wiki does not manage group collaboration

It was highlighted that a Wiki does not manage group collaboration effectively and it is more of a one to one communication visible to all.

“No, or not the way we use it anyhow. It is a 1-way system of communication, listing people’s opinion of information. Does not allow for discussion… I would have thought a bulletin board would be better, where people can post questions might would be better?”
Document Management
There still appeared to be duplication in project folders and on the Wiki. There appears to be the possible issue of changing a document in one location and it becoming out of date in another location.
“If you have to change the solution design you are going to have to update it here too”

Interview with Project Team Members
A face-to-face interview was carried out with 2 project team members selected at random. A series of 12 questions were posed (please see appendix E). The interviews were taped and the interviewer did not engage in any feedback when questions were answered in order to remain subjective to the issues. Below are the conclusions made from the interview with the team members.

Time
Here it was also noted that there was no time scheduled for project to share knowledge. It was not seen as something that was part of a project schedule or plan.

Areas for Improvement
It was noted that the searching capabilities were not considered of a high enough standard. Improvements in this area were suggested. It was also noted that the technical writing within the team would have to be reviewed by others as some people would not be of a sufficient level to contribute. It was highlighted that the Wiki would be used if it was used for an area of reuse in terms of technical reuse. It was felt that the Wiki was not being used as a Wiki and that there needed to be more linking of topics together to avoid duplication. Message board functionality or a white board was suggested as a way to communicate.

Culture
It was felt that there was no-one in the organisation pushing this project from a management perspective. Users needed to be told that they had to use it, rather than leaving it optional. The project Wiki needed to be integrated into the organisation at an organisational level and not just at a project level. Management needed to agree to the time invested in knowledge management as time spent at present was minimal.
UAT Testing
As the focus of the research was to prove if both tacit and explicit project knowledge could be transferred to a person outside the project team, tests were set up with users outside of the project team. 3 users were selected to carry out these exercises. Users were employees of the organisation and one user was not associated with the organisation. There were three exercises carried out which involved the following.

1. 12 questions which ranged from high level knowledge to deeper knowledge such as Company B-2-B functionality.

2. Upon review of the questions, the approach was altered in order to provide the user with some background knowledge. This involved a user reading both knowledge that was once tacit and that had been formalised by a project team member.

3. After the result of the second round of user testing, the exercise was altered based on the amount of knowledge the user could gain from the Wiki.

Round 1 Testing Results
One tester was from a development background and the other was from a customer support background, and the third person was from outside of the organisation but had an IT background. 12 questions were asked in a 15-20 minute period and were recording for referencing and analysis. The support individual got 3 out of the 12 questions incorrect and the developer got 4 out of the 12 questions incorrect and the person outside of the organisation got 4 out of 12 questions incorrect.
<table>
<thead>
<tr>
<th>Questions</th>
<th>Tester 1</th>
<th>Tester 2</th>
<th>Tester 3</th>
</tr>
</thead>
<tbody>
<tr>
<td>Question 1</td>
<td>Correct</td>
<td>Correct</td>
<td>Correct</td>
</tr>
<tr>
<td>Question 2</td>
<td>Correct</td>
<td>Correct</td>
<td>Correct</td>
</tr>
<tr>
<td>Question 3</td>
<td>Incorrect</td>
<td>Correct</td>
<td>Incorrect</td>
</tr>
<tr>
<td>Question 4</td>
<td>Incorrect</td>
<td>Incorrect</td>
<td>Incorrect</td>
</tr>
<tr>
<td>Question 5</td>
<td>Correct</td>
<td>Correct</td>
<td>Correct</td>
</tr>
<tr>
<td>Question 6</td>
<td>Correct</td>
<td>Correct</td>
<td>Correct</td>
</tr>
<tr>
<td>Question 7</td>
<td>Correct</td>
<td>Correct</td>
<td>Correct</td>
</tr>
<tr>
<td>Question 8</td>
<td>Correct</td>
<td>Correct</td>
<td>Correct</td>
</tr>
<tr>
<td>Question 9</td>
<td>Incorrect</td>
<td>Correct</td>
<td>Incorrect</td>
</tr>
<tr>
<td>Question 10</td>
<td>Correct</td>
<td>Incorrect</td>
<td>Incorrect</td>
</tr>
<tr>
<td>Question 11</td>
<td>Correct</td>
<td>Correct</td>
<td>Correct</td>
</tr>
<tr>
<td>Question 12</td>
<td>Correct</td>
<td>Correct</td>
<td>Correct</td>
</tr>
</tbody>
</table>

**Table 7-4** UAT Testing Results Round 1

**Round 1 Testing Conclusions**

**Training**
It was realised that all users did not know how to create a page in a Wiki, edit a page or discuss on a page. There was a user manual on the main page that showed a user exactly how to create a page, create a discussion forum but both users did not open this document.

**Spell Checker**
When searching for key words, both users typed in words incorrectly. The Wiki did not understand these incorrectly spelt words and so returned no results to the user. Users were frustrated when they could not find this information and as a result got some questions incorrect.

**Layout**
When users had to find information that was not on the main page, they really struggled with linking concepts with main categories. For example, one question was “what type and version of database does Company B-2-B have?” There was a main menu of database information on the screen, which led users straight to the type and
version. Bother users got this answer correct. There was a question asking a user about a certain piece of functionality that was under the documentation main heading. Both users got this answer incorrect, as they could not link customisation documented in a document with the documentation functionality.

**Regression Testing Phase 1**

It was realised that asking users to find knowledge about a certain subject in a short space of time was difficult. Users were not aware of the layout and were not given time to familiarise themselves with the system. Questions that were posed were out of context to the environment that they were used to so it was like asking a developer to fix a car; they were not familiar with the environment.

The approach was altered in terms of setting the scene for which tacit knowledge existed. A knowledgeable person within the team created a Wiki article that asked a user to create what was called a learning plan. See Appendix H. The user was then given an exercise on the Wiki and asked to set up this plan. The user was observed during the period of testing.

The user was asked to create courses and assign skills to certain courses. The user was then asked to assign these courses to learning plans. The user was then asked to assign a learning plan to a user, log in as that user and ensure that they could see the learning plan. This knowledge was tacit knowledge that had been documented by a person on the project team. This knowledge did not exist in a document anywhere, only details on how the system was built was highlighted in design documents.

The results showed that all three users could create a learning plan and assign this plan to a user. It was realised that, when users were not familiar with the system, they followed steps provided on the Wiki very closely. Certain steps were missing on purpose to see if users noticed or what their reaction would be. As suspected, users did not fill out sections that they were not informed to and were not aware that they had to. An example of this is where a step was left out to make certain courses mandatory or optional on a learning plan. All users did not enquire about this option on the learning plan and just left this blank.
Regression Testing Phase 2

A final test was carried out which involved fixing the mistakes that had been placed in the exercise. The 3 users managed to complete the learning plan successfully without any issues. A 4th user was asked to complete the fully formatted exercise and also completed this exercise successfully without any issues. This proved that the 3 users, who completed the test 3 times, did not eventually create the learning plan. This experiment proved that by repetition or learning from incorrect behaviour knowledge is built up over time which allows users do a task and allowing the task improve over time.

Discussion of UAT Findings

The results of the findings show that knowledge can be transferred from a tacit format to an explicit format and be understood by someone outside of the project team. As the knowledge was improved over time through additions of missing pieces and providing context in terms of the overall picture of where the knowledge sat, users’ activities in terms of taking explicit knowledge that was once tacit and converting this into a practical tacit form again improved.

The overall exercise proved that it is possible to take a small piece of tacit knowledge, expand on this over time with feedback through the socialisation process. Lessons learned from this exercise show us that you have to put this tacit knowledge in context of where it sits in the overall project. Users struggled to comprehend the knowledge where it was not presented to them with some meaning. As the knowledge grew and as assumptions were made clear, the knowledge transfer process improved over time. This also proves that knowledge needs to be moved around the spiral of knowledge several times before it is at a high level. This exercise showed us that there were certain steps missing that the person within the project team omitted on purpose and also by mistake. When this knowledge is taken out of context, it is hard for someone else to comprehend as they do not have the requisite background knowledge.
7.6 Conclusion

This chapter sought to review if it was possible to transfer project knowledge of both an explicit and a tacit format to users outside of a project team. A review of how the project was approached was discussed, which led onto why the knowledge management tool was rolled out in the way that it was. Analysis of users inside the project team before and after the project was carried out to compare the knowledge management and knowledge transfer. Results from the questionnaires showed that all users saw benefit from sharing knowledge and the majority of users wanted to share knowledge. Results in terms of adding benefit to the users’ roles after the Wiki was put in place were not so successful. Results showed that only two users posted to the Wiki and these posts were never responded to or followed up by anyone else.

It was shown that large amounts of knowledge, both explicit and tacit, were contributed to the Wiki but this was only by one person, who was the knowledge manager. This resulted in knowledge potentially being posted in a biased way.

As all of the project documentation was placed on the wiki, the initial project requirements were available to those outside of the project team. As a small amount of team members use the wiki, no updates to documentation in terms of changing requirements was carried out. The project manager tried to continually update the wiki with new information, but no other team members took part in this exercise. As seen in Chapter 3, the highest loss of customer requirements takes place in the user acceptance and maintenance phases when customers are using the system in real life scenarios. As none of this knowledge was captured within the company wiki, undocumented requirements and knowledge will remain with the individuals who discussed it directly with the customer.

As a small amount of users made contributions to the Wiki, user testing in terms of knowledge transfer had to be conducted not in a real life scenario. Through repetitive refining of knowledge over time and asking the tester to carry out a task that involved using the tacit knowledge codified by others, it was proven that it is possible to transfer tacit knowledge via a Wiki to people not involved with the project team. Although it had proven that this knowledge transfer is possible, it also highlighted the fact that the knowledge needs to be put in context for the receiver of the knowledge. Knowledge is
of little value to someone if they cannot fully comprehend the context for which it was intended.

As highlighted previously, knowledge transfer involves a pusher and a puller of knowledge. This research has highlighted that if tacit knowledge is made explicit and codified, it is possible to transmit to another person. The research has also proven that it is impossible to carry out knowledge transfer without the holder of the knowledge contributing the knowledge to start with.
8 CONCLUSION

8.1 Introduction

Upon review of what literature suggests, reviewing what other organisations and individuals have done and analysing tried and tested solutions within Company E-Learn, one can now attempt to make a conclusion on the subject of knowledge transfer in a software project. This chapter attempts to prove if suggestions or hypotheses in literature are correct in their thinking by reviewing the practical implementations of what was suggested. Results of the experiment in Company E-Learn are reviewed and a conclusion in terms of knowledge transfer is reached. Future work in terms of ideas that could not be implemented due to the scope of the project is highlighted in the future work section. An overall conclusion on knowledge management in a software project is concluded based on literature reviewed and the experiences in Company E-Learn.

8.2 Research Definition & Research Overview

The goal of the research sought to overcome an issue of knowledge transfer of a tacit nature in a software project to users within the project team but focusing on users outside of the project team that did not have any experience with the project. Within the overall scope of this question, the following questions were asked in order to review if it was possible to transfer knowledge to users outside of a project and what were the barriers to this transfer.

What are the goals and aims of knowledge transfer within a software team?
The goals of the knowledge transfer process was to ensure that knowledge that existed in both an explicit and tacit format was in a central place for users inside and outside of the project team. The aim of successful transfer is to ensure that all users are up to date with information. Users, who are in the project team, need a central view of what has happened on a project, what is happening and what future plans are. If knowledge transfer does not take place successfully, valuable pieces of project knowledge will be missing, which will mean team members make decisions on incorrect knowledge,
incorrect software is built based on incorrect knowledge and the customer is frustrated as they are not getting what they want (Cortada & Woods 2000).

This results in time redeveloping projects and cost to the company, which cannot be passed onto the client. If the users outside of the project team are operating on out of date knowledge they will build incorrect customisations for this client if they were not aware of all of the knowledge. From a support perspective, if a user is trying to resolve an issue and they do not have access to all of the information, they again will make incorrect decisions based on out of date knowledge. The goals of the knowledge transfer is to ensure that everyone inside and outside of the organisation is operating on up to date information and has access to both the tacit and explicit knowledge that existed for that customer.

**Why tacit knowledge is difficult to transfer to an explicit format?**

Tacit knowledge is knowledge that is not explicit and that does not exist in an explicit format for others to reuse. As highlighted by Polanyi (1967) it is a combination of experiences and past implementations. The goal of this research was to investigate if this knowledge could be translated into a format that could be reused by others. In the literature review section, knowledge is translated to others in a spiral motion. Knowledge exists in a tacit form and is translated to others in what is called the socialisation process. Knowledge is made explicit when it is put in format that is visible to others and can be comprehended by others at what is called the externalisation process. This knowledge is combined with existing documented knowledge at the combination process and then translated to others by the practical implementation of what was once explicit in what was called the internalisation process (Nonaka & Takeuchi 1995).

From the experiment in Company B-2-B, the transfer of tacit knowledge into an explicit format back to a tacit format again was achievable. There were two main challenges that existed in the transfer of the tacit knowledge which were context of knowledge in which the knowledge was being transferred and the contributors and receivers of this knowledge.
It was shown from the experiment on Company E-learn that as knowledge was refined and updated over time with deeper knowledge about the subject; users who were trying to understand this knowledge were made feel at ease as the knowledge improved. It was shown that at the first round of testing, where users were asked to find blocks of knowledge, users could only find and understand high-level knowledge as they did not understand the context of deeper knowledge.

Secondly as the test to prove the transfer of knowledge was simulated by asking a project team to document a piece of knowledge, no real life examples or proof of knowledge transfer occurred. This highlighted another point that knowledge transfer is about givers and receivers. As only one person contributed to the Wiki to share knowledge from the project team, it was a challenge to ensure that all tacit and explicit knowledge was being updated. In order to successfully create a record of a project, all users who worked on the team have to contribute; it cannot be just some selected members.

**Can a Wiki tool manage the tacit knowledge of a project?**

As highlighted from the literature review and case study section, before tacit knowledge can be transferred to a tool, it has to be firstly made explicit and then classified so that others can easily find this knowledge in the future (Sanchez 2000). As highlighted by Polanyi (1967) tacit knowledge exists in many formats; it exists in face to face conversations, email and instant messaging software. Before making this knowledge accessible to users, it needs to be translated into a format that makes sense to others who are going to use it. There are technologies to classify knowledge depending on the knowledge. It was shown that tag clouds classify words depending on their occurrence; Wikis classify knowledge depending on their category. A Wiki tool can manage knowledge transfer if the knowledge is classified and if the knowledge can be classified in a way that does not ask a large amount of time from the user. Knowledge changes all of the time and as a result the quality of Wiki articles may vary depending on when it was created and who is contributing to it. In the User testing for Company B-2-B, articles improved over time and users found it easier to retrieve knowledge once context and substance was added to it. Depending on the commitment of the team, requirements could be discussed and agreed without being reflected on the company wiki.
The Wiki tools needs to be able to

- allow for group collaboration and sharing
- to manage changeable tacit knowledge
- An area to discuss knowledge and for these discussions to be directly reflected back into the Wiki article.

The Wiki tool for Company B-2-B did prove to cater for all of these requirements. The experiments did show that there were certain barriers to the knowledge transfer process, which were foreseen at the start of the project.

**What are the main barriers to knowledge management project and knowledge transfer?**

As highlighted in the evaluation section there were certain barriers to the knowledge transfer process. These barriers were not really technical barriers but barriers against the knowledge management project in general. It could be noted that, no matter the scope of the knowledge management project, these barriers would have existed.

Barriers to the knowledge transfer and knowledge management project were

- Users not wanting to share knowledge
- Users not knowing they had to share knowledge
- Users not being shown how to share knowledge
- Users not being made share knowledge
- Knowledge Manager not selling the project
- Knowledge Manager not scheduling enough time to share knowledge

It was proven that tacit knowledge could be translated into an explicit format and made available to others outside of the project team. It was proven that a Wiki tool is a sufficient tool to manage knowledge in a small software organisation. Although these goals were achieved, there existed the barriers that exist on all knowledge management projects, which are people, process and technology barriers.

**8.3 Contributions to the Body of Knowledge**

Knowledge Management
Knowledge management consists of the management of knowledge of both an explicit and tacit form (Nonaka & Takeuchi 1995). This knowledge takes shape as it moves through the spiral of knowledge and grows and morphs into new knowledge. Knowledge moves from tacit to explicit knowledge back to tacit knowledge from where the process of re-use starts again until this knowledge can be brought no further or is never ending. Within a software development project, it is crucial to make sure that this knowledge is passed on correctly as it moves through the cycle, allowing requirements to be clarified, developed and delivered as per discussed at the start of the lifecycle.

It is important that this knowledge is not lost in translation or lost in a crack between two phases. There exists a real challenge with passing on tacit knowledge in particular. As proven from the experiment in Company B-2-B, users do not pass on tacit knowledge easily for many reasons. Some users feel that whatever is not documented and remains in their head is their own personal knowledge. Time also seems to have a large amount to do with the issues of reusing tacit knowledge. Time is not allocated to users to share, and so it becomes something that is at the bottom of a “to do” list. As we know, time is money so if something needs to be cut and a project needs to be delivered, a knowledge management project is not going to be put in front of a billable customer facing project.

As Nonaka (1997) highlighted, knowledge management is about vision, strategy, structure, system and staff. Vision is making a picture of what you want to see at want to see on a long terms from a knowledge management system, and truly knowing your goals. Knowing your goals is something that is often taken for granted and is often a failure of many software projects.

A strategy is not just a project plan; it is a communication strategy, a selling strategy and way to coerce and push people into using it. Users use many tools in their working life, which they complain about but they just do it because this is what they are told. Maybe if they were told that a Wiki was the only form of communication and knowledge management, then the Wiki would have been used. Structure is something that is not just specific to a knowledge management project but to all software projects. Users need structure from a point of view that they need to know what they are doing
or will become frustrated and leave. The system is the link between the knowledge and the users and it needs to be built in such a way that it does not take away or add time to their daily tasks but assists users.

Lastly, but most importantly are the people. People need to cooperate in terms of pushing knowledge, pulling knowledge, management need to support it through the project and not just at the start. People need to manage a knowledge management project from a project management and a technical point of view. A project manager needs to have weekly meetings to share knowledge, share issues about the knowledge management tool and constantly plan for change.

As highlighted in Company E-learn, management buy in was provided, but a strategy in terms of a continual internal marketing and forcing of system usage was never planned for. As a result, people felt no need to use it, and only browsed it on a few occasions but never uploaded any knowledge to it. A lot had to do with the organisational culture in terms of learning. Learning was carried out in a fire fighting approach, obtaining snippets of knowledge from brief conversations. No communities were set up or just devoted to learning. If the project was to start again with all of the lessons learned, a plan in terms of selling and expectations of users would be put in place. Weekly Wiki meetings, where users were expected to add at least one thing a week and discuss at a meeting should have been enforced. Rewards and recognition should have been given for contribution as users perform more when they know they are being monitored.

**Knowledge Transferral in the software development lifecycle**

As highlighted in the spiral of knowledge, there is an input and output into every stage. For example, in the socialisation stage when two people come together, the input is tacit knowledge and the output is tacit knowledge. If there is resistance or non-conformity on each side, the knowledge stays stagnant. This is the same at every stage and is not just isolated to a human perspective. If the receiver of the knowledge at the externalisation stage is a tool but is not well equipped enough to absorb the knowledge, the transfer is stalled at this stage also.
Every stage of the spiral needs to be reviewed and roles and responsibilities need to be defined in terms of the pusher and the puller. Davenport and Prusak (1998) highlighted that there are buyers and sellers of knowledge. Unlike in a real world situation, sometimes the sellers are reluctant to sell and the buyers are extremely keen.

The main point to make about knowledge transfer in a software lifecycle is that it is a continuous circle and not a process with a start, middle and an end. At some point in the entire cycle, knowledge is going to be at a more mature state than before. There needs to be real management of when knowledge is used; at a young age or mature age. There has to be means of highlighting levels of accuracy, such as reviewing functionality of signatures on a page when someone has reviewed it. There is still an issue of Chinese whispers in terms of users talking to each other, and nothing being translated into a media for review from knowledgeable users. These knowledge users need to be clearly identified in a knowledge management project, as a project manager is not the right person to validate knowledge.

The process of knowledge transfer also needs to be managed throughout the entire software lifecycle. As the solution is delivered to the customer, key pieces of knowledge regarding changes to requirements are lost due to the focus on documentation only occurring at the earlier stages of the project. If a wiki is to be used as a central storage area for changing requirements, all individuals have to partake in usage of the tool, not only at the requirements analysis phase of the project but for the remainder of the project lifecycle, until the product becomes stagnant and does not change any more.

This research has highlighted that the main barriers to knowledge transfer are the converting of the tacit knowledge into an explicit format that is understandable by users who were not part of the original project team. Due to our human make up, people find it hard to step out of a scenario and include all of the knowledge that they were not even aware that they had or the knowledge that someone else would need. As it was highlighted in the case study, “the ace Wiki” tried to overcome the issues of users do not always know what they know by asking a series of questions on the user interface when using were inputting content onto the Wiki.
The second issues that were highlighted in Company E-learn and in McMahon’s research were regarding the sharing environment within the organisation. It is difficult to succeed in a knowledge transfer project if the person who has to share their knowledge is not willing to share. The sharing culture and the environment, which the knowledge management project exists in, needs to be addressed and users, need to be monitored and pushed into sharing the project knowledge.

**8.4 Experimentation, Evaluation and Limitation**

At the externalisation stage of the spiral of knowledge, knowledge is transferred into an explicit form from a tacit form (Nonaka & Takeuchi 1995). In order for this knowledge to be made reusable it has to be classified into a format that can be easily referenced and merged with other knowledge. Within a software project, there exists a real challenge as there is not one communication media for sharing. As highlighted from the experiment in Company E-learn, various technologies were tried and tested in terms of classification. As most of the knowledge existed in a conversational nature, it was a real challenge to classify this in terms of creating an introduction, a body and a conclusion. Classification was also carried out by the knowledge manager, which resulted in knowledge only being filtered from one source, which leads to the potential of losses in other areas. After knowledge is classified in different media, it needs to be brought together in one place and, in a sense, merged again in the explicit to explicit way. Privacy became an issue as only the knowledge manager made conversations public.

The goal of the Wiki implemented was to then translate the tacit knowledge back into tacit knowledge by reuse by others. The experiment involved classification of knowledge from different media such as email and instant messaging. This knowledge was contributed to a Wiki over a 3-month period and users were asked to also share and add value during this time. Review of the use of the Wiki was completed by using questionnaires, interviews and user testing. Users from inside and outside of the project team were interviewed to ensure that both the pushers and pullers of knowledge were questioned.

It was realised that only the knowledge manager was pushing knowledge onto the Wiki. All knowledge regarding the project was being taken from email etc. and was
published to the Wiki. This resulted in a very one-sided approach to the Wiki. Users were asked on many occasions to add content and review the Wiki. It was a challenge to prove and investigate the issue of knowledge transfer within the project as those with the knowledge were not willing to or did not have the time to share.

A test was carried out which involved asking several users outside of the project team to carry out several exercises to try to obtain tacit knowledge from someone else. Tests proved that over a series of updates to the Wiki article to add more background information, knowledge transfer was achieved to users outside of the project team.

Based on feedback from the team, review of testing and research undertaken, it proved that knowledge transfer is successful only if the pusher of the knowledge is willing to commit and the knowledge is in a format that is understandable by the receiver.

As the wiki tool was not used to capture changing requirements, it was hard to prove and test if this non-use had any repercussions. In order to test this scenario, changes to the system would have to have taken place without anyone capturing this knowledge. A new project member would then have had to change this functionality in the system without knowing what the original requirement was. As no development changes could take place within the scope of the experiment, this test could not be carried out or the theory could be proven. The knowledge transfer process was proven by the article test scenario, set up to prove that the knowledge transfer process improves over time with more tacit knowledge and contextualisation.

### 8.5 Future Work & Research

As the two main issues identified as barriers to the successful implementation of a knowledge management project were contextual knowledge management and user contribution, it would be beneficial to carry out future work in this area.

**Semantic and Knowledge Wikis**

As highlighted with the experiment for Company B-2-B, knowledge improved over time as more and more knowledge was added to the Wiki. As highlighted, knowledge Wikis ask a series of questions from the user. This issue that normal Wikis try to overcome is the issue of linking different concepts of categories of knowledge together.
to form an overall picture of a subject. Within standard Wiki technology, there is the option to add what are called internal links to other pages. There is also the option to add these pages to categories in order to provide for easier retrieval at a later stage. Semantic Wikis ask users to add annotation to blocks of text in order to create ontology’s of information in the background.

End users of most Wiki technology are made up of team of users. Users that vary in technical acumen such as Project Managers, testers developers etc.

If these levels of users are asked to add annotation or do anything that involves stressful activities they are not sure about, they will not use the system.

As highlighted in the ACE Wiki example, the user interface needs to be in tune with what the user is trying to achieve. If more time was assigned to the research for Company B-2-B, investigation into the capabilities of knowledge Wikis should be investigated. A knowledge Wiki could remove the need for the steps that was highlighted for Company B-2-B, where additional knowledge had to be added to the Wiki on several occasions as the user did not know what the knowledge meant as it was out of context of their situation.

**Agile Methodologies combined with Knowledge Management Initiative**

As highlighted with Company B-2-B, the second biggest barrier to knowledge sharing was with users contributing their knowledge. From questionnaires and interviews, users felt that knowledge management projects take a large amount of time.

Normally, knowledge and lessons learned are only reviewed at the end of a project and most of the tacit knowledge that is gained at the time when it was at its best quality is now lost or of a lesser quality. As highlighted earlier in Company B-2-B, the Waterfall Methodology was used as the methodology of choice for software development.

Agile methodologies such as SCRUM and XP allow for a faster pace quick implementation of a software project. If a methodology such as SCRUM were taken on board, daily meetings with clients and developers would mean that knowledge is passed straight to the source of where the functionality is going to be developed. If the Wiki that managed the knowledge was the communication media between the client and the developer, then all of the project knowledge would be shared in this central
location. There would be a challenge to keep this knowledge sorted and classified and also to ensure that there was a clear line between internal and external communication.

If an agile methodology and a Wiki for project communication with the client were used as a project record, it would vastly improve the quality of tacit knowledge that is being recorded on a project. Users outside of the project team would then be able to see what exactly occurred, without it passing through several other media or users and thus losing its quality.

If this wiki was used as the medium of communication between the project team and the client, any discussions regarding requirements that were normally lost via tacit conversations could now be recorded for later reference for new project team members. This would be that the wiki tool is not just used as the tool for project record and communication at the earlier requirements and design stage, but as a tool for project record until the end of the life of the system.

8.6 Conclusion

Most knowledge Management Projects is rarely core to one’s business; they are seen as nice to have and are often cut from a Company’s budget. One needs to represent at the start of the project, in terms of costs, how this project will be of benefit to the team and company. If this cannot be proven at the end of the implementation, your project is at risk of discontinuing. If internal satisfaction and happiness is going to be the measure of success, it needs to be clearly stated at the start of the project.

All knowledge management projects require the following tasks to be completed:

- Obtain management buy in
- Create a list of requirements in terms of sharing, collaboration etc
- Create a mind map of the organisations knowledge including both explicit and tacit knowledge.
- Review each subcategory of knowledge and assign business owners.
- At this point, highlight the amount of time on a high level on how long this project will take.
- Categorise each sub section of the company and create an index of knowledge.
- Come together and compare all data to make sure there are no duplicates.
At this point, review the tools that can manage all your requirements.

Keep a business owner for each block of knowledge; keep a KM marketing person and KM project or, if you’re lucky, someone who can do both.

Ensure that the tools are effective enough to cater for fast searching and easy collaboration with the possibilities to integrate with existing tools.

Never walk away from it or assume it will manage itself.

Every project needs to have a methodology for which it is going to be carried out but concluding a new approach on knowledge management projects in general was not within the scope of this research. It was seen in the Internet-Speed Software methodology, where agile principles were employed, that risks regarding requirements loss and redevelopment were reduced because of a closer communication between the client and the customer. The scope of this research was narrower in that the analysis was just on the transfer of tacit knowledge to a place that could be used for users outside of a project team. As research and experimentation proved, knowledge transfer was possible if users were pushed into sharing. Background work in terms of culture of sharing, buy in and creating an environment for sharing had to be addressed before users were asked to share. In Company E-Learn, users were asked to share and they were not told to share. If the knowledge management project became a core part of their daily role, then the knowledge management project would have been more successful.

Knowledge changes continually over time and varies in its change, depending on the methodology applied to the project. It was seen that a wiki could capture any type of project knowledge but it needed to be used at every stage of the project and capture all knowledge, including knowledge normally lost at the testing and implementation phase. Wikis have the potential to become out of date very quickly if they are not used so they have to be integrated into the project team as the place to store and communicate all project knowledge. The main barriers to this being used as the place for project record would be the people using the system.

If users were shown how to share and possibly the scheduling of mini workshops in terms of users coming together to highlight key valuable knowledge on a project the actual knowledge sharing process could have been improved. In Company E-Learn,
when users contribute tacit knowledge to those who were not in context of the original situation, they missed parts of the core knowledge. Without any technical assistance such as the introduction of knowledge Wikis, the only way to overcome this issue was to use the system over time and allow for the collaborative refining of knowledge from the Wiki users. Knowledge only improves over time.
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APPENDIX A

Senior Management Presentation

**Improving the reuse of project knowledge within the organisation**

**The Challenge**
- We seem to lose information from the requirements workshop to the solution design to the detailed design to support contact.
- Why?

**My Thesis Idea**
- We don’t capture all points raised during the requirements meeting.
- The solution design does not incorporate all points from the detailed design.
- The detailed design does not incorporate all points from the detailed design.
- We can not think of every scenario to ask until we move into the design.
- We need to spread the knowledge to all resources not just the developers.

**What can we do to Change?**

1/4
- Templates for requirements analysis? All customer have different requirements but every customer needs to be asked certain questions? Would it be possible to record walkthroughs at the requirements to refer back to?
- At the end of the requirements we should document in some way a way to bring all requirements together and test all functionality together?

2/4
- Review our Approach to the requirements design template. Does this need to be reformatted to consider all scenarios?
- We need to get a better feeling of high priorities such as Firefox testing. If we carry out a matrix of low to high priorities.
- If we have test case review workshop before the solution design is signed off to incorporate all new scenarios.

3/4
- We should have a handover from the requirements person to all of the developers.
- Could we break the development tasks down per high priority and deliver in phases instead.
- Can we add a Wiki Site for every customer with the top 20 questions such as roles spreadsheet, languages, browser sizes and type.

4/4
- From a support point of view, can we have decision trees on if this happens, then the result is this.
- Would it be possible to ask the developer to present the functionality to the solution architect to prove that they understand the idea?
- As a part of the close down and lessons learning, can we review the bugs that were not bugs but misses in the requirements and get feedback from the developers on why? i.e. they have to tell me why it went wrong.

---

**APPENDIX A**

Senior Management Presentation
<table>
<thead>
<tr>
<th>Why?</th>
<th>Who with?</th>
</tr>
</thead>
</table>
| - Improve Client Relationship  
- Reduce the amount of rework on requirements before and after delivery.  
- Spread the knowledge from the Business Analyst to all team Members in the organisation. | - To goal of the experiment is to introduce new processes to increase the customer satisfaction.  
- We do not want to frustrate the customer so we need to introduce small changes. |
APPENDIX B

Knowledge Transfer Requirements Document

Dissertation Requirements Document

Knowledge transferral within the Project Team throughout the s/w development lifecycle
**Purpose of Document**

The purpose of this document is to highlight the changes that need to be made to the current processes within the software development lifecycle. The requirements document will detail the requirements for the new process and technologies that will be put in place.

The requirements will be analysed and documented per phase of the software development lifecycle. The design document will follow on from the requirements document and will look at the overall requirements of the project to harness knowledge and build on knowledge within the software development lifecycle. As an output of this document a review of the requirements will be carried out and which will result in an overall solution being proposes.

**Goal of the new case study**

The company for which the case study is going to be completed is a small to medium sized software company producing an off the shelf piece of software with the majority of customers carrying out a large amount of customisations depending on their business needs. Clients vary from Oil refineries to car manufactures to Alcohol companies. A large amount of clients have similar customisations but most projects are started from scratch starting with the requirements gathering phase within the project lifecycle. Within the project lifecycle a different person is responsible for the tasks set out at every phase. It is the responsibility of the Project Manager to ensure that the correct process and procedures are followed. The challenge is to ensure that the knowledge gathered at the initial stage of the project is kept at the state it was captured and that all project resources are enriched with this information. The challenge is to capture the knowledge that is both documented and non explicit in a way that can be used to all resources within the company to also in way that can be used moving forward with the knowledge becoming obsolete.

**Current Process**

Requirements Analysis
Onsite requirements Capture Process
The current requirements gathering technique for the majority of project involves on site interaction with the client. As a result of this interaction, a business analyst documents the requirements in a document that is reviewed by the client. This business analyst takes notes on site.

*The challenge at this point is ensuring that all information discussed on site is captured in such a way that can be referenced again when the workshop is over.*

**Requirements Document**

After documentation of all of the requirements, a requirements document is delivered to the client where the client will review the proposed requirements. After several reviews the client will sign off on the requirements document. This requirements document is mainly text based with some expansion of possible alternatives.

*The challenge at this point is to ensure that all scenario’s are were fully thought through by the business analyst and verified by the client and other internal project members.*

**Design**

**Solution Design Document**

At the design phase the requirements document is used as a basis to write the solution design document. The solution design document proposes the solution to the requirements and suggests a way that the overall project solution will be delivered. Depending on the client, the level of technical detail is varied depending on its audience. Some clients do not understand this document and only can come to terms with their requirements and expect the provider to deliver the solution without little consultation. Other clients require and review every piece of technical detail within the system.

*The challenge here is creating more of a solution proposal than the requirements document and drawing a clear line between both documents. The challenge here is not loosing any information from the requirements and just to build on this information. The challenge is also in portraying this information in a way that is understandable by the client and covers all scenarios in the functionality.*
Detailed Design Document

The detailed design document is an internal document that is a technical explanation of how to deliver the solution.

*The challenge is to ensure that the detailed captured at the requirements and solution design is transferred into a technical explanation of how to do something.*

*There should be no need for a developer to look for information that in a previous document as the information is not detailed in a subsequent document. The challenge here is to ensure that the knowledge gained through interaction with the clients is clearly reflected at the every point as passed on internally to the project team.*

Development

At the development stage depending on the project, the developer will read the detailed design document and start development.

The challenge here is to ensure that a full handover has taken place and that there have been no room for misinterpretation.

There is also the challenge to ensure that the proposed design is the correct design, there needs to be validation in place.

There also needs to be communication within the team of the overall functionality as several people could be working on the same thing.

More preparation and think through of the solution and discussion needs to take place.

*It is important to ensure that the requirements document and the solution design document have been translated into the detailed the design document and no important parts have been lost.*

*It is important to ensure that the way something was developed can be clearly used in other projects and reduce work in the future.*

*The challenge is to highlight the functionality in a central way so everyone knows what was developed, when and by whom.*

Testing

The current testing process involves in some cases using test cases to test the functionality that has been developed. This will involve the business analyst writing up test scenarios for the tester to run through when the development is complete.
The aim is to have different person test the functionality that has been developed. As a result of running the test cases bugs will be found with the system. The test cases are to test the functional scenarios. When the bugs are logged they should be reviewed by the developer who carried out the original work.

The challenge is to ensure that the test cases cover all scenarios. There needs to be an additional step of system testing where certain test plans are written to test issues such as validation of fields or scenarios that would break the system in system testing and not in functional testing. Performance testing is also something that needs to be focused on as a task. Most UAT phases concentrate on testing with a small amount of users and a small amount of scenarios. The results of this need to be reflected in an internal central area so other projects can be prepared and put in extra validation for performance testing. Fixes that have been used in other projects need to be easily found when the same issue occurs.

Implementation

Currently the implementation process involves the testing of the system on a UAT environment where after sign off a release will take place to what is called a production environment. With the current project the release process was streamlines and a new system was put in place which reduced the amount of hours hugely.

The challenge is to ensure that this release is reused is in other projects and the process is clear and any tips or lessons learned are documented in a central area. The challenge is to ensure that the majority of users can carry out this process and make sure that this responsibly is spread out over several people.

Details about the actual releases themselves do not have to be added to the central area as the source control system.

Maintenance

Currently when a system goes live it is supported by a support help desk when any issues arise.

These issues are reviewed by a support person who has not worked on the project but has received a handover of the project in terms of documentation and a handover process.

The handover documentation needs to clearly reflect the current state of the system.
At the moment a large amount of the issues are resolved by the original developers who developed the work. It should be clear by the documentation that was completed how something was done.

Any person who has not worked on the project should be able to resolve issues on any project from reviewing the clearly commented code and documentation.

Any lessons learned from the project should be documented in a central area place, used and actually learnt from.

*The challenge is to get people to not instantly ask questions of the person who did the original development.*

*The goal is to try and get people to learn instead of asking questions and not taking in the knowledge that they could gain.*

*The challenge is saving the correct information and for people to not use out of date information.*

**Next Steps**

The solution design document will detail how the challenges in each phase of the project lifecycle will be approached in terms of a new technical solution to manage knowledge and also the new process changes that will be put in place.
APPENDIX C

Knowledge Transfer Design Document

High Level Design

Dissertation
Knowledge transferral and loss within the software development lifecycle
Purpose of the document

The purpose of this document is to take the requirements captured in the requirements document and questionnaires filled out by the project team and translate these into a viable solution to problems raised.

The dissertation is focused around knowledge loss and knowledge transferral processes within the software development lifecycle.

The details regarding proposed solutions are regarded as possible solutions to several problems as opposed to a definitive answers to every issue raised.

The scope of the case study is merely to address and propose solutions to issues from the requirements to User Acceptance Testing as any work completed post this time due to the particular timeline can not be documented.

The proposed solution will be broken down into 2 parts proposed technical solution to deal with the issues and proposed process changes.

Upon reflection of the issues raised at the requirements stage, 3 main categories of knowledge management issues were realised, these were communication and collaboration, searching and document management.

The approach to try and deal with these current issues is to try and use an existing Wiki and build on the infrastructure that already exists.

Other factors and means of improvement will also be discussed within the document as a way to address and marry all suggestions together.
Current Wiki
The current Wiki is powered by MediaWiki.
The main focus of this Wiki is to store technical information, points to note etc.
There are existing sections for Project Information, People Information etc.
The responsibility of updating and managing the knowledge on the Wiki is not clearly defined with some project members contributing more than others. Communication of an update is done by the individual updating the Wiki sending an ad hoc email. There is little classification of this information within the Wiki.
The project that will be used as an example does not yet exist within the Wiki.
Searching

All phases

At the moment if someone is looking for a piece of information they will either search via the normal means of searching using the search functionality in Windows, searching via folders, or via the search mechanism in Outlook. Alternatively, an individual could ask someone on the project team.

Proposed Solution

Key of Information
In order to reduce the amount of time searching, it would be beneficial firstly to remove all the folders and have all information in one place.
Without introducing any technology, if there is a information key (similar to a table of contents) to tell someone exactly where they need to go, the amount of changes in terms of technology do not need to be large.

Key Word Searching

There is already the functionality of key word search within the current MediaWiki. Additional investigation is required to be carried out into the additional attributes that can be added to this search page.

Move Search Feature

Also, the search functionality is quite invisible to the user and if its features and role was explained, then it might become more useful to the user.
The search feature should be made visible to the user at all times.

Technical Investigation

Page titles in MediaWiki are composed of two parts: an optional namespace name, and the remainder of the title. For example, this page has the title Help:Namespace, so it is in the Help namespace. A title without a colon, for example Goings-on, is in the main namespace.

http://meta.Wikimedia.org/Wiki/Help:Namespace

Below details how you can create extra name spaces.
Further Research

1) Is it possible to change the left navigation pane?
2) Yes, see UI section.
3) Is it possible to move the search button?
4) Is it possible to add additional features to the Wiki for Searching?
5) If it possible to add Google Type Searching to the Page
   http://www.mediaWiki.org/Wiki/Extension:Google_Custom_Search_Engine

Documentation Storage and versioning

All phases

Documentation of requirements, solution design and detailed design normally takes place with a series of iterations as review meetings normal produce a series of changes that require documentation.

A clear definition of revision history needs to be seen in terms of updates, i.e. a main table of contents with all documentation that shows what is covered in each document and what has changed in terms of updates.

There needs to be one place for all documentation for all phases.

Proposed Solution

One place

All templates should be outlined in this “one place”.

Results of documentation such as questionnaires, test documents, minutes of meetings (internal and external) should be stored in this one place.

All other means of storage should be removed.

Information should be stored in a logical way and users should know where to go when looking for something rather than searching through lots of folders as they would have done previously. This will also tie into the searching section.
Online collaboration
There should be also a means of online collaboration in terms of discussing a document and updating as you go.

Communication and Collaboration

Analysis Stage
Documentation of the requirements will be improved by closer communication with the client and also a more story telling of the requirements rather than text based document.

Review Meetings were put in place to ensure that all on site requirements were captured, by adding additional reviews it ensured that there was a back up of information in case the requirements person lost any valid piece of information.

Design Stage
It is important at this stage to ensure that the design documents clearly reflect and translate what was captured on site and that it is turned into a workable solution for the client.

Development stage
It is important at the development stage to be provided an overview of coding standards, review lessons learned from past issues and communicated effectively so that it does not happen again.

Testing
It is important at the testing stage that the solution is well testing using the documented test cases provided by the business analyst. It is important the test cases reflect the solution after the solution architect has proposed the solution in the detailed design document. The test cases should clearly cover off all scenarios in order to be considered full tested.
Release
In order for the release phase to be successful, careful labelling of files as per the highlighted procedure should be followed. Clear communication of the procedure needs to be carried out at the start and throughout the project by the solution architect.

Proposed suggestions
As all items above can be carried out via clear communication we just need to find a way that all team members can communicate with each other so that all of the knowledge that is gained from these conversations can be reused all of the way through the lifecycle. There needs to be means to ask questions and get answers quickly and ensure that any updates are clearly reflected in documentation. (Please refer to documentation section).

Current means of communication is via meetings, face to face conversations, Skype, telephone and email.

Issues with this are that the majority of conversations are 1-2-1 conversations, only being made public if someone chooses to be made public.

Possible solutions could be:

IM within MediaWIKI

Integration of Skype with MediaWiki
As sometimes it is quite frustrating to copy people on email and keep a track of an email of questions and answers, a possible solution would be to have an option to integrate. The results of a question and answer section could be posed to the Wiki in a sub section depending on the category of the question.


Message Boards Forums
An output of the conversations could feed into a message board in some way.
Review conversations regarding documentation could be discussed on a message board and in this way clear suggestions could be documented.

Coding standards and release process could be posted on a bulletin board. The possibility to post emails to bulletin boards could also be investigated as users may find it frustrating logging into another system.


**RSS Feeds**

Can I integrate RSS feeds into Wiki?

UI Changes
Changing the left navigation bar might increase the use of the system if it was more informative.

Wiki Design
There will be 2 main sections
  - Project Technical Information
  - Project Process Information

UI Principles – It is important that it is recognised as a Company B2B project but not use the logo due to issues with Copyright.

Research User Preferences Link under MediaWiki

Ownership
It is important to make people feel involved and provide ownership. It may be an idea to add a developer’s corner and post things that order people could use. It is important to make sure that it is categorised in such a way that it will be found again.
Roles and Responsibilities in terms of who creates updates and deletes documentation should be clearly highlighted.
This responsibility will be clearly detailed in the project section of the Wiki.
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Pre-Implementation Questionnaire

Questionnaire
Sharing customer knowledge within the Project Team throughout the Project Lifecycle

Goal of the Questionnaire
The goal of this questionnaire is to understand the project team’s opinions on the current knowledge sharing process and tools available within the Project Team. *Knowledge* is defined in the Oxford English Dictionary as expertise, and skills acquired by a person through experience or education; the theoretical or practical understanding of a subject.*

Audience
This questionnaire is aimed at all project team members including implementation consultants, business analysts, solution architects and Project Managers.

How to use the Questionnaire
The questionnaire contains a list of questions regarding the current knowledge sharing techniques and tool, your opinion on knowledge management and what you would like to see for future changes. If there are any opinions that you would like to express, please put these in the additional comments section.

Results of the Questionnaire
All of the results of the questionnaire will be reviewed and the results will feed into the requirements of the new Wiki system and knowledge management initiative.
# Customer Knowledge Sharing Questionnaire

**Please state your current role in the project team:** [choose one]

## All questions contained in this questionnaire will be strictly confidential.

### Current Wiki

- **Is the Wiki a place for technical information, process information, both or neither?**
  - [ ] Strongly Agree
  - [ ] Agree
  - [ ] Neutral
  - [ ] Disagree
  - [ ] Strongly Disagree

- **The Wiki assists in my current role.**
  - [ ] Strongly Agree
  - [ ] Agree
  - [ ] Neutral
  - [ ] Disagree
  - [ ] Strongly Disagree

- **How often would you use the current Wiki in a week?**
  - [ ] 1-2 items
  - [ ] 3-5 items
  - [ ] 6-10 items
  - [ ] 11-20 items
  - [ ] More than 20 items

- **Do you think there are any issues/points about the Wiki that you could highlight? Please discuss?**

### Knowledge Management

- **I see benefit in sharing my knowledge with others?**
  - [ ] Strongly Agree
  - [ ] Agree
  - [ ] Neutral
  - [ ] Disagree
  - [ ] Strongly Disagree

- **How do you currently share knowledge, email, face-to-face, Skype, video?**
  - Email
  - [ ] Face-to-Face
  - [ ] Skype
  - [ ] Wiki
  - [ ] Other

- **I find it easy to access existing knowledge, queries about existing knowledge and opinions etc.**
  - [ ] Strongly Agree
  - [ ] Agree
  - [ ] Neutral
  - [ ] Disagree
  - [ ] Strongly Disagree

- **Please discuss details on ways to current pitfalls/barriers to knowledge sharing?**

### Potential Changes to the Wiki

- **What would you like to see the Wiki used for? Please discuss?**
  - [ ] Strongly Agree
  - [ ] Agree
  - [ ] Neutral
  - [ ] Disagree
  - [ ] Strongly Disagree

- **A Wiki can become central areas for storage, communication, and collaboration?**
  - [ ] Strongly Agree
  - [ ] Agree
  - [ ] Neutral
  - [ ] Disagree
  - [ ] Strongly Disagree

- **I would be happy to make discussions regarding technical queries public to other team members.**
  - [ ] Strongly Agree
  - [ ] Agree
  - [ ] Neutral
  - [ ] Disagree
  - [ ] Strongly Disagree

- **Please rate the information that would be of most importance to you in order (1-5), being the most important.**
  - Technical
  - [ ] Project (Schedules, resources)
  - [ ] Process
  - [ ] Documentation
  - [ ] Other

### Additional Comments

- Please include any additional comments on the current Wiki Process. Please detail what you would like to see changed in the future.
## APPENDIX E

Post Implementation Questionnaire

### Sharing customer knowledge within the Project Team throughout the Project Lifecycle via a customer Wiki

**Goal of the Questionnaire**

The goal of this questionnaire is to understand the project team's opinions on the current knowledge-sharing process and tools post implementation of the KM tool. "Knowledge" is defined in the Oxford English Dictionary as expertise and skills acquired by a person through experience or education, the theoretical or practical understanding of a subject.

**Audience**

The questionnaire is aimed at all project team members including implementation consultants, business analysts, solution architects, and Project Managers.

**How to use the Questionnaire**

The questionnaire contains a list of questions regarding the implementation of the customer wiki and knowledge management processes. If there are any opinions that you would like to express, please put these in the additional comments section.

**Results of the Questionnaire**

All of the results of the questionnaire will be fed into the results of research being carried out for the thesis in question. Results and opinions in the questionnaire will form the overall conclusion of the successes and failures of the knowledge management initiative.

---

<table>
<thead>
<tr>
<th>Please state your current role in the project team</th>
<th>D</th>
<th>O</th>
<th>S</th>
<th>A</th>
<th>D</th>
<th>P</th>
<th>M</th>
<th>C</th>
<th>B</th>
<th>A</th>
<th>J</th>
<th>D</th>
</tr>
</thead>
</table>

### Knowledge Management

- Please discuss in detail on current issues or barriers to knowledge sharing and post implementation of the wiki:

- I now know where to go when I need to find something for the project:

- There is still duplication of work on the new wiki:

- Do you think the cost of investing time in sharing knowledge is worth the investment?
<table>
<thead>
<tr>
<th>What other tools or processes would you suggest for sharing project knowledge?</th>
</tr>
</thead>
<tbody>
<tr>
<td>If you were the KM Project Manager what would you have done differently?</td>
</tr>
<tr>
<td>Additional Comments</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Wiki tool</th>
<th>I knew how to use the wiki before the project</th>
<th>Strongly Disagree</th>
<th>Disagree</th>
<th>Neutral</th>
<th>Agree</th>
<th>Strongly Agree</th>
</tr>
</thead>
<tbody>
<tr>
<td>I know how to add content to the wiki?</td>
<td>Strongly Disagree</td>
<td>Disagree</td>
<td>Neutral</td>
<td>Agree</td>
<td>Strongly Agree</td>
<td></td>
</tr>
<tr>
<td>The new wiki has assisted in my current role?</td>
<td>Strongly Disagree</td>
<td>Disagree</td>
<td>Neutral</td>
<td>Agree</td>
<td>Strongly Agree</td>
<td></td>
</tr>
<tr>
<td>How often have you used the wiki? Weekly?</td>
<td>Strongly Disagree</td>
<td>Disagree</td>
<td>Neutral</td>
<td>Agree</td>
<td>Strongly Agree</td>
<td></td>
</tr>
<tr>
<td>I can find documentation easily on the wiki</td>
<td>Strongly Disagree</td>
<td>Disagree</td>
<td>Neutral</td>
<td>Agree</td>
<td>Strongly Agree</td>
<td></td>
</tr>
<tr>
<td>Do you think there are any issues about the new wiki that you could highlight? Please discuss?</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>What are the new good things about the wiki?</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>I can easily discuss new articles, communication and carry out the discussions on the wiki?</td>
<td>Strongly Disagree</td>
<td>Disagree</td>
<td>Neutral</td>
<td>Agree</td>
<td>Strongly Agree</td>
<td></td>
</tr>
<tr>
<td>It was easy to navigate through the wiki</td>
<td>Strongly Disagree</td>
<td>Disagree</td>
<td>Neutral</td>
<td>Agree</td>
<td>Strongly Agree</td>
<td></td>
</tr>
<tr>
<td>This wiki is the best I have known to date</td>
<td>Strongly Disagree</td>
<td>Disagree</td>
<td>Neutral</td>
<td>Agree</td>
<td>Strongly Agree</td>
<td></td>
</tr>
</tbody>
</table>
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Post Wiki Implementation

Interview Questions

1. Please state your role within the Project Team?

2. What is knowledge management to you?

3. What are the benefits/disadvantages of knowledge management in a project team?

4. What is the main communication media for knowledge for you?

5. Since the Wiki implementation, on average how many times would you have searched for information?

6. Since the implementation of the Wiki, on average how many times would you have posted information on the Wiki?

7. What are the main barriers to knowledge sharing within the team?

8. Do you think a Wiki is a good tool for sharing knowledge?

9. Do you think a Wiki is a good tool for collaborating on knowledge?

10. Do you think knowledge can be kept up to date on a Wiki?

11. What do you think a Wiki should be used for?

12. What improvements would you suggest to the Wiki?

13. What improvements would you suggest to the knowledge sharing processes?
APPENDIX G

Purpose: The purpose of this testing is to ensure that the knowledge that is saved within the Wiki is easy to find for users outside the Project Team.

Audience: These steps are for users outside the project team to ensure that the new Wiki is easily to navigate.

***** Wiki User Testing

1. Please write down how you navigate to the Company B2B Wiki?

2. Please state who carried out the customization category maintenance?

3. What article would Frank like to expand and discuss?

4. Please highlight the delimiter used for the HR user import?

5. Please provide a screenshot on the Training History Screen for Company B2B.

6. Who was the Business Analyst for Phase 2?

7. What role in Company B2B uploads the electronic attendance list which contains the physical signatures of those learners who attended an ILT Class?

8. What role does Michael play in the Company B2B organisation?

9. How do I get copied on communication on a discussion regarding a certain page?

10. When creating a page, what should you always do before submitting a page?

11. What must you do before you log into UAT Company B2B environment from a remote access point of view?

12. What version of a database does Company B2B use?
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Regression Test 1
How to Create a Learning Plan in Company B2B

-Overview – A Learning Plan for Company B2B is a Plan that consists of several courses that a user has to complete before being awarded a learning plan. There can be several optional and mandatory courses on a Learning Plan.

-Users only have to complete all mandatory courses on a learning plan for it be fully attained.

-Learning Plans are set up by Managers, VG Training Coordinators, VG Curriculum Administrators, VG Admins, LMS admins, LMS IT admins

-You can assign as many courses as you like to a learning plan.

-You can not enrol in a learning plan, you have to be assigned to it by one of the varies roles above.

-Learning Plans are associated with VG’s which are like departments within the organisation.

-There is also an option to associate one learning plan with all VG’s.

-Before you set up a learning plan you should set up courses that you would like to associate with your learning plan.

-When you are logged in as your VG Curriculum Admin, Course Designer, VG Admin, LMS Admin, LMS IT Admin you can create courses.

"How to create a course"

-Create a course by navigating to “My courses” under the “My Administration Functions” menu.

-Go to the first tab on the courses screen.

-Call the course something that is suitable for that course.

-All fields marked with - have to be filled in

-Give the course a version, for example version 1 or 2.

-Give the course a long name.

-If you want the course to be of download document type, which would be like a word document, pdf etc, choose the icon that is of download type. If you are unsure of what the course type is hover over both images.
-If you would like to set up the course as type WBT which would be an online course that users would take, select the icon that is of WBT type.

-Give the course a description, for example, this is to assist users in building kitchen cookers.

-Objectives, are the objectives of the course, for example to be able to install and fit a washing machine.

-You then need to choose which category in the catalog that this course will be assigned to.

-You will then be asked what subcategory this course should be assigned to.

-The extended details tab within the course is optional. This is information should as location and instruments you might need for training.

-You need to go to the content tab to add content to your course.

-From this tab, you can add roll up rules and also associate skills with this course.

-The catalog tab allows you create the catalog information.

-By default the “hide in catalog” flag is checked.

-Uncheck this if you want the course to appear in the catalog.

-Each course can have other course pre-requisites before taking the course in question.

-The access tab allows you associate a course with a certain group.

-Finally the Upload tab is a tab where you can upload a word or pdf etc document and associate this with a course of -type “download document” already selected on the first tab.

Once your course has been set up, they then need to be associated with a learning plan.

"To create a learning plan, browse to “My Administrative functions”.

-A short name needs to be given to the Learning Plan.

-Again all fields marked with - are mandatory fields.

-A learning Plan needs to be associated with a VG and associated with a learner types.

-In Company B2B Learning Types are of type, Employee, partner and Customer.

-If you want to associate a learning plan to an employee you have to make sure the Learning Plan is of type Employee.

-You can again only associate a learning plan with a certain VG, as in this VG will be the owner of a VG...
-You can have a status of open or closed or you can choose to expire a learning plan, if it is no longer available.
-You then can associate this learning plan with many VG’s by choosing the VG Groups option.
-You can select courses by selecting what courses you would like to assign to the learning plan.
-Once your courses are associated with a learning plan, you can choose if these courses are optional or mandatory and you can choose the order of these courses by typing 1, 2, 3 etc in the LP Level option.

-If you would like to assign a learning plan to a user, you choose the “My administration Functions” and “assign learning Plan” option.
-You simply select the learning plan you would like to choose and then select the users you would like to assign this learning plan to.
-The next time the user’s logs in they will see the learning plan assigned to them by navigating to the “My learning Plans” screen.

Exercise
-Log in as the LMSITADMIN user.
-Create a course of type download document.
-Call this course something that you will remember.
-Assign any 3 skills to this course.
-Create a blank word document and call it test.doc.
-Associate this document with the course.
-Make sure that the course is visible in the catalog.
-Make sure that the course is associated with VG 1.
-Create a new learning plan and call it something that you will remember.
-Associate the course already created with the learning plan already created.
-Give this Learning Plan to the normal employee user.
-Log out as the LMSITADMIN users and log in as the normal Employee.
-Navigate to my Learning Plans and make sure that you can see the learning plan on this screen.